**Introduction to JavaScript**

**1.Introduction to JavaScript**

**JavaScript** is a lightweight, cross-platform, and interpreted compiled programming language which is also known as the scripting language for webpages. It is well-known for the development of web pages, many non-browser environments also use it. JavaScript can be used for [**Client-side**](https://www.geeksforgeeks.org/server-side-client-side-programming/) developments as well as [**Server-side**](https://www.geeksforgeeks.org/server-side-client-side-programming/) developments. Javascript is both imperative and declarative type of language. JavaScript contains a standard library of objects, like [**Array**](https://www.geeksforgeeks.org/arrays-in-javascript/), [**Date**](https://www.geeksforgeeks.org/javascript-date-objects/), and [**Math**](https://www.geeksforgeeks.org/javascript-math-object/), and a core set of language elements like [**operators**](https://www.geeksforgeeks.org/javascript-operators/), **control structures**, and [**statements**](https://www.geeksforgeeks.org/javascript-statements/).

* **Client-side:** It supplies objects to control a browser and its [Document Object Model (DOM).](https://www.geeksforgeeks.org/dom-document-object-model/) Like if client-side extensions allow an application to place elements on an HTML form and respond to user events such as **mouse clicks**, **form input**, and **page navigation**. Useful libraries for the client-side are [**AngularJS**](https://www.geeksforgeeks.org/introduction-to-angularjs/), [**ReactJS**](https://www.geeksforgeeks.org/react-js-introduction-working/), [**VueJS**](https://www.geeksforgeeks.org/vue-js/) and so many others.
* **Server-side:** It supplies objects relevant to running JavaScript on a server. Like if the server-side extensions allow an application to communicate with a database, and provide continuity of information from one invocation to another of the application, or perform file manipulations on a server. The useful framework which is the most famous these days is [**node.js**](https://www.geeksforgeeks.org/introduction-to-nodejs/).
* **Declarative programming –**In this type of language we are concern about how it is to be done , basically here logical computation require . Here  main goal is to describe the desired result without direct dictation on how to get it like  arrow function do .

**JavaScript can be added to your HTML file in**[**two ways**](https://www.geeksforgeeks.org/where-to-put-javascript-in-an-html-document/)**:**

* **Internal JS:** We can add JavaScript directly to our HTML file by writing the code inside the <script> tag. The <script> tag can either be placed inside the <head> or the <body> tag according to the requirement.
* [**External JS**](https://www.geeksforgeeks.org/what-is-external-javascript/)**:** We can write JavaScript code in other file having an extension.js and then link this file inside the <head> tag of the HTML file in which we want to add this code.

**Features of JavaScript:** According to a recent survey conducted by **Stack Overflow**, JavaScript is the most popular language on earth.With advances in browser technology and JavaScript having moved into the server with Node.js and other frameworks, JavaScript is capable of so much more. Here are a few things that we can do with JavaScript:

* JavaScript was created in the first place for DOM(document object model) manipulation. Earlier websites were mostly static, after JS was created dynamic Web sites were made.
* Functions in JS are objects. They may have properties and methods just like another object. They can be passed as arguments in other functions.
* Can handle date and time.
* Performs Form Validation although the forms are created using HTML.
* No compiler is needed.

**Applications of JavaScript:**

* **Web Development:** Adding interactivity and behavior to static sites JavaScript was invented to do this in 1995. By using AngularJS that can be achieved so easily.
* **Web Applications:** With technology, browsers have improved to the extent that a language was required to create robust web applications. When we explore a map in Google Maps then we only need to click and drag the mouse. All detailed view is just a click away, and this is possible only because of JavaScript. It uses Application Programming Interfaces(APIs) that provide extra power to the code.
* **Server Applications:** With the help of Node.js, JavaScript made its way from client to server and node.js is the most powerful on the server-side.
* **Games:** Not only in websites, but JavaScript also helps in creating games for leisure. The combination of JavaScript and HTML 5 makes JavaScript popular in game development as well. It provides the EaseJS library which provides solutions for working with rich graphics.
* **Smartwatches:** JavaScript is being used in all possible devices and applications. It provides a library PebbleJS which is used in smartwatch applications. This framework works for applications that require the internet for its functioning.
* **Art:** Artists and designers can create whatever they want using JavaScript to draw on HTML 5 canvas, and make the sound more effective also can be used [**p5.js**](https://www.geeksforgeeks.org/p5-js-introduction/) library.
* **Machine Learning:** This JavaScript ml5.js library can be used in web development by using machine learning.
* **Mobile Applications:**JavaScript can also be used to build an application for non-web contexts. The features and uses of JavaScript make it a powerful tool for creating mobile applications. This is a Framework for building web and mobile apps using JavaScript. Using React Native, we can build mobile applications for different operating systems. We do not require to write code for different systems. Write once use it anywhere!

**Limitations of JavaScript:**

* **Security risks:** JavaScript can be used to fetch data using AJAX or by manipulating tags that load data such as <img>, <object>, <script>. These attacks are called **cross site script attacks**. They inject JS that is not the part of the site into the visitor’s browser thus fetching the details.
* **Performance:**JavaScript does not provide the same level of performance as offered by many traditional languages as a complex program written in JavaScript would be comparatively slow. But as JavaScript is used to perform simple tasks in a browser, so performance is not considered a big restriction in its use.
* **Complexity:**To master a scripting language, programmers must have a thorough knowledge of all the programming concepts, core language objects, client and server-side objects otherwise it would be difficult for them to write advanced scripts using JavaScript.
* **Weak error handling and type checking facilities:**It is weakly typed language as there is no need to specify the data type of the variable. So wrong type checking is not performed by compile.

# Internal & External JavaScript:

You can use JavaScript code in two ways.

1. You can either include the JavaScript code **internally within your HTML document**itself.
2. You can keep the JavaScript code in **a separate external file** and then point to that file from your HTML document.

## **What is Internal JavaScript?**

**Find today program using internal JavaScript**

**Today.html**

**<html>**

**<head>**

**<title>My First JavaScript code!!!</title>**

**<script type="text/javascript">**

**// Create a Date Object**

**var day = new Date();**

**// Use getDay function to obtain todays Day.**

**// getDay() method returns the day of the week as a number like 0 for Sunday, 1 for Monday,., 6**

**// This value is stored in today variable**

**var today = day.getDay();**

**// To get the name of the day as Sunday, Monday or Saturday, we have created an array named weekday and stored the values**

**var weekday = new Array(7);**

**weekday[0]="Sunday";**

**weekday[1]="Monday";**

**weekday[2]="Tuesday";**

**weekday[3]="Wednesday";**

**weekday[4]="Thursday";**

**weekday[5]="Friday";**

**weekday[6]="Saturday";**

**// weekday[today] will return the day of the week as we want**

**document.write("Today is " + weekday[today] + ".");**

**</script>**

**</head>**

**<body>**

**</body>**

**</html>**

**Output:**

**![](data:image/png;base64,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)**

## **2. Applying JavaScript (internal and external)**

## **What is External JavaScript?**

You plan to display the current date and time in all your web pages. Suppose you wrote the code and copied into all your web pages (say 100). But later, you want to change the format in which the date or time is displayed. In this case, you will have to make changes in all the 100 web pages. This will be a very time consuming and difficult task.

So, save the JavaScript code in a new file with the extension .js. Then, add a line of code in all your web pages to point to your .js file like this:

<script type="text/javascript" src="currentdetails.js">

**Note**: It is assumed that the .js file and all your web pages are in the same folder. If the external.js file is in a different folder, you need to specify the full path to your file in the src attribute.

**How to link external JavaScript**

**dateAndTime.js**

var currentDate = new Date();

var day = currentDate.getDate();

var month = currentDate.getMonth() + 1;

var monthName;

var hours = currentDate.getHours();

var mins = currentDate.getMinutes();

var secs = currentDate.getSeconds();

var strToAppend;

if (hours >12 )

{

hours1 = "0" + (hours - 12);

strToAppend = "PM";

}

else if (hours <12)

{

hours1 = "0" + hours;

strToAppend = "AM";

}

else

{

hours1 = hours;

strToAppend = "PM";

}

if(mins<10)

mins = "0" + mins;

if (secs<10)

secs = "0" + secs;

switch (month)

{

case 1:

monthName = "January";

break;

case 2:

monthName = "February";

break;

case 3:

monthName = "March";

break;

case 4:

monthName = "April";

break;

case 5:

monthName = "May";

break;

case 6:

monthName = "June";

break;

case 7:

monthName = "July";

break;

case 8:

monthName = "August";

break;

case 9:

monthName = "September";

break;

case 10:

monthName = "October";

break;

case 11:

monthName = "November";

break;

case 12:

monthName = "December";

break;

}

var year = currentDate.getFullYear();

var myString;

myString = "Today is " + day + " - " + monthName + " - " + year + ".<br />Current time is " + hours1 + ":" + mins + ":" + secs + " " + strToAppend + ".";

document.write(myString);

**dateAndTime.html**

<html>

<head>

<title>My External JavaScript Code!!!</title>

<script type="text/javascript" src="currentdetails.js">

</script>

</head>

<body>

</body>

</html>

**Output:**
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### **Or**

**Syntax:**

**InternalJavaScript.html**

<!DOCTYPE html>

<html>

<head>

<title>Internal JS</title>

</head>

<body>

<h2>Welcome to Guntur Engineering College</h2>

<script>

<!Internal Javascript>

console.log("Hi Geeks, Welcome to GEC");

</script>

</body>

</html>

**Output: For console press F12 on Browser**
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**ExternalJavaScript.html**

<!DOCTYPE html>

<html>

<head>

<title>External JS</title>

</head>

<body>

<h2>Welcome to Guntur Engineering College</h2>

<script src="GEC.js"></script> <!External Javascript >

</body>

</html>

**GEC.js**

console.log("Hi, Welcome to GEC");

**Output:** The output will display on the console.

**Welcome to Guntur Engineering College**

**For console press F12 on Browser**
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### **When to Use Internal and External JavaScript Code?**

If you have only a few lines of code that is specific to a particular webpage, then it is better to keep your JavaScript code internally within your HTML document.

On the other hand, if your JavaScript code is used in many web pages, then you should consider keeping your code in a separate file. In that case, if you wish to make some changes to your code. you just have to change only one file which makes code maintenance easy. If your code is too long, then also it is better to keep it in a separate file. This helps in easy debugging.

## **3.Understanding the JavaScript Syntax**

The syntax of JavaScript is the set of rules that define a correctly structured JavaScript program.

A JavaScript consists of JavaScript statements that are placed within the <script></script> HTML tags in a web page, or within the external JavaScript file having **.js** extension.

var x = 5;

var y = 10;

var sum = x + y;

document.write(sum);

## **JavaScript Comments**

A comment is simply a line of text that is completely ignored by the JavaScript interpreter. Comments are usually added with the purpose of providing extra information pertaining to source code. It will not only help you understand your code when you look after a period of time but also others who are working with you on the same project.

JavaScript support single-line as well as multi-line comments. Single-line comments begin with a double forward slash (//), followed by the comment text. Here's an example:

// This is my first JavaScript program

document.write("Hello World!");

Whereas, a multi-line comment begins with a slash and an asterisk (/\*) and ends with an asterisk and slash (\*/). Here's an example of a multi-line comment.

/\* This is my first program

in JavaScript \*/

**4.Introduction to Document and Window Object**

**Introduction to Document and Window Object**

# HTML DOM Documents

## **The Document Object**

When an HTML document is loaded into a web browser, it becomes a **document object**.

The **document object** is the root node of the HTML document.

The **document object** is a property of the **window object**.

The **document object** is accessed with:

window.document or just document

### **Examples**

let url = window.document.URL;

let url = document.URL;

## **Document Object Properties and Methods**

The following properties and methods can be used on HTML documents:

|  |  |
| --- | --- |
| Property / Method | Description |
| [activeElement](https://www.w3schools.com/jsref/prop_document_activeelement.asp) | Returns the currently focused element in the document |
| [addEventListener()](https://www.w3schools.com/jsref/met_document_addeventlistener.asp) | Attaches an event handler to the document |
| [adoptNode()](https://www.w3schools.com/jsref/met_document_adoptnode.asp) | Adopts a node from another document |
| [anchors](https://www.w3schools.com/jsref/coll_doc_anchors.asp) | [Deprecated](https://www.w3schools.com/jsref/coll_doc_anchors.asp) |
| [applets](https://www.w3schools.com/jsref/coll_doc_applets.asp) | [Deprecated](https://www.w3schools.com/jsref/coll_doc_applets.asp) |
| [baseURI](https://www.w3schools.com/jsref/prop_doc_baseuri.asp) | Returns the absolute base URI of a document |
| [body](https://www.w3schools.com/jsref/prop_doc_body.asp) | Sets or returns the document's body (the <body> element) |
| [charset](https://www.w3schools.com/jsref/prop_document_charset.asp) | [Deprecated](https://www.w3schools.com/jsref/prop_document_charset.asp) |
| [characterSet](https://www.w3schools.com/jsref/prop_document_characterset.asp) | Returns the character encoding for the document |
| [close()](https://www.w3schools.com/jsref/met_doc_close.asp) | Closes the output stream previously opened with document.open() |
| [cookie](https://www.w3schools.com/jsref/prop_doc_cookie.asp) | Returns all name/value pairs of cookies in the document |
| [createAttribute()](https://www.w3schools.com/jsref/met_document_createattribute.asp) | Creates an attribute node |
| [createComment()](https://www.w3schools.com/jsref/met_document_createcomment.asp) | Creates a Comment node with the specified text |
| [createDocumentFragment()](https://www.w3schools.com/jsref/met_document_createdocumentfragment.asp) | Creates an empty DocumentFragment node |
| [createElement()](https://www.w3schools.com/jsref/met_document_createelement.asp) | Creates an Element node |
| [createEvent()](https://www.w3schools.com/jsref/event_createevent.asp) | Creates a new event |
| [createTextNode()](https://www.w3schools.com/jsref/met_document_createtextnode.asp) | Creates a Text node |
| [defaultView](https://www.w3schools.com/jsref/prop_document_defaultview.asp) | Returns the window object associated with a document, or null if none is available. |
| [designMode](https://www.w3schools.com/jsref/prop_document_designmode.asp) | Controls whether the entire document should be editable or not. |
| [doctype](https://www.w3schools.com/jsref/prop_document_doctype.asp) | Returns the Document Type Declaration associated with the document |
| [documentElement](https://www.w3schools.com/jsref/prop_document_documentelement.asp) | Returns the Document Element of the document (the <html> element) |
| [documentMode](https://www.w3schools.com/jsref/prop_doc_documentmode.asp) | [Deprecated](https://www.w3schools.com/jsref/prop_doc_documentmode.asp) |
| [documentURI](https://www.w3schools.com/jsref/prop_document_documenturi.asp) | Sets or returns the location of the document |
| [domain](https://www.w3schools.com/jsref/prop_doc_domain.asp) | Returns the domain name of the server that loaded the document |
| [domConfig](https://www.w3schools.com/jsref/prop_document_domconfig.asp) | [Deprecated](https://www.w3schools.com/jsref/prop_document_domconfig.asp) |
| [embeds](https://www.w3schools.com/jsref/coll_doc_embeds.asp) | Returns a collection of all <embed> elements the document |
| [execCommand()](https://www.w3schools.com/jsref/met_document_execcommand.asp) | [Deprecated](https://www.w3schools.com/jsref/met_document_execcommand.asp) |
| [forms](https://www.w3schools.com/jsref/coll_doc_forms.asp) | Returns a collection of all <form> elements in the document |
| [getElementById()](https://www.w3schools.com/jsref/met_document_getelementbyid.asp) | Returns the element that has the ID attribute with the specified value |
| [getElementsByClassName()](https://www.w3schools.com/jsref/met_document_getelementsbyclassname.asp) | Returns an [HTMLCollection](https://www.w3schools.com/jsref/dom_obj_htmlcollection.asp) containing all elements with the specified class name |
| [getElementsByName()](https://www.w3schools.com/jsref/met_doc_getelementsbyname.asp) | Returns an live [NodeList](https://www.w3schools.com/jsref/dom_obj_html_nodelist.asp) containing all elements with the specified name |
| [getElementsByTagName()](https://www.w3schools.com/jsref/met_document_getelementsbytagname.asp) | Returns an [HTMLCollection](https://www.w3schools.com/jsref/dom_obj_htmlcollection.asp) containing all elements with the specified tag name |
| [hasFocus()](https://www.w3schools.com/jsref/met_document_hasfocus.asp) | Returns a Boolean value indicating whether the document has focus |
| [head](https://www.w3schools.com/jsref/prop_doc_head.asp) | Returns the <head> element of the document |
| [images](https://www.w3schools.com/jsref/coll_doc_images.asp) | Returns a collection of all <img> elements in the document |
| [implementation](https://www.w3schools.com/jsref/prop_document_implementation.asp) | Returns the DOMImplementation object that handles this document |
| [importNode()](https://www.w3schools.com/jsref/met_document_importnode.asp) | Imports a node from another document |
| [inputEncoding](https://www.w3schools.com/jsref/prop_document_inputencoding.asp) | [Deprecated](https://www.w3schools.com/jsref/prop_document_inputencoding.asp) |
| [lastModified](https://www.w3schools.com/jsref/prop_doc_lastmodified.asp) | Returns the date and time the document was last modified |
| [links](https://www.w3schools.com/jsref/coll_doc_links.asp) | Returns a collection of all <a> and <area> elements in the document that have a href attribute |
| [normalize()](https://www.w3schools.com/jsref/met_document_normalize.asp) | Removes empty Text nodes, and joins adjacent nodes |
| [normalizeDocument()](https://www.w3schools.com/jsref/met_document_normalizedocument.asp) | [Deprecated](https://www.w3schools.com/jsref/met_document_normalizedocument.asp) |
| [open()](https://www.w3schools.com/jsref/met_doc_open.asp) | Opens an HTML output stream to collect output from document.write() |
| [querySelector()](https://www.w3schools.com/jsref/met_document_queryselector.asp) | Returns the first element that matches a specified CSS selector(s) in the document |
| [querySelectorAll()](https://www.w3schools.com/jsref/met_document_queryselectorall.asp) | Returns a static [NodeList](https://www.w3schools.com/jsref/dom_obj_html_nodelist.asp) containing all elements that matches a specified CSS selector(s) in the document |
| [readyState](https://www.w3schools.com/jsref/prop_doc_readystate.asp) | Returns the (loading) status of the document |
| [referrer](https://www.w3schools.com/jsref/prop_doc_referrer.asp) | Returns the URL of the document that loaded the current document |
| [removeEventListener()](https://www.w3schools.com/jsref/met_document_removeeventlistener.asp) | Removes an event handler from the document (that has been attached with the [addEventListener()](https://www.w3schools.com/jsref/met_document_addeventlistener.asp) method) |
| [renameNode()](https://www.w3schools.com/jsref/met_document_renamenode.asp) | [Deprecated](https://www.w3schools.com/jsref/met_document_renamenode.asp) |
| [scripts](https://www.w3schools.com/jsref/coll_doc_scripts.asp) | Returns a collection of <script> elements in the document |
| [strictErrorChecking](https://www.w3schools.com/jsref/prop_document_stricterrorchecking.asp) | [Deprecated](https://www.w3schools.com/jsref/prop_document_stricterrorchecking.asp) |
| [title](https://www.w3schools.com/jsref/prop_doc_title.asp) | Sets or returns the title of the document |
| [URL](https://www.w3schools.com/jsref/prop_doc_url.asp) | Returns the full URL of the HTML document |
| [write()](https://www.w3schools.com/jsref/met_doc_write.asp) | Writes HTML expressions or JavaScript code to a document |
| [writeln()](https://www.w3schools.com/jsref/met_doc_writeln.asp) | Same as write(), but adds a newline character after each statement |

# The Window Object

## **Window Object**

The window object represents an open window in a browser.

If a document contain frames (<iframe> tags), the browser creates one window object for the HTML document, and one additional window object for each frame.

## **Window Object Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [closed](https://www.w3schools.com/jsref/prop_win_closed.asp) | Returns a boolean true if a window is closed. |
| [console](https://www.w3schools.com/jsref/prop_win_console.asp) | Returns the Console Object for the window. See also [The Console Object](https://www.w3schools.com/jsref/obj_console.asp). |
| [defaultStatus](https://www.w3schools.com/jsref/prop_win_defaultstatus.asp) | Deprecated. |
| [document](https://www.w3schools.com/jsref/prop_win_document.asp) | Returns the Document object for the window. See also [The Document Object](https://www.w3schools.com/jsref/dom_obj_document.asp). |
| [frameElement](https://www.w3schools.com/jsref/prop_win_frameelement.asp) | Returns the frame in which the window runs. |
| [frames](https://www.w3schools.com/jsref/prop_win_frames.asp) | Returns all window objects running in the window. |
| [history](https://www.w3schools.com/jsref/prop_win_history.asp) | Returns the History object for the window. See also [The History Object](https://www.w3schools.com/jsref/obj_history.asp). |
| [innerHeight](https://www.w3schools.com/jsref/prop_win_innerheight.asp) | Returns the height of the window's content area (viewport) including scrollbars |
| [innerWidth](https://www.w3schools.com/jsref/prop_win_innerwidth.asp) | Returns the width of a window's content area (viewport) including scrollbars |
| [length](https://www.w3schools.com/jsref/prop_win_length.asp) | Returns the number of <iframe> elements in the current window |
| [localStorage](https://www.w3schools.com/jsref/prop_win_localstorage.asp) | Allows to save key/value pairs in a web browser. Stores the data with no expiration date |
| [location](https://www.w3schools.com/jsref/prop_win_location.asp) | Returns the Location object for the window. See also the [The Location Object](https://www.w3schools.com/jsref/obj_location.asp). |
| [name](https://www.w3schools.com/jsref/prop_win_name.asp) | Sets or returns the name of a window |
| [navigator](https://www.w3schools.com/jsref/prop_win_navigator.asp) | Returns the Navigator object for the window. See also [The Navigator object](https://www.w3schools.com/jsref/obj_navigator.asp). |
| [opener](https://www.w3schools.com/jsref/prop_win_opener.asp) | Returns a reference to the window that created the window |
| [outerHeight](https://www.w3schools.com/jsref/prop_win_outerheight.asp) | Returns the height of the browser window, including toolbars/scrollbars |
| [outerWidth](https://www.w3schools.com/jsref/prop_win_outerwidth.asp) | Returns the width of the browser window, including toolbars/scrollbars |
| [pageXOffset](https://www.w3schools.com/jsref/prop_win_pagexoffset.asp) | Returns the pixels the current document has been scrolled (horizontally) from the upper left corner of the window |
| [pageYOffset](https://www.w3schools.com/jsref/prop_win_pagexoffset.asp) | Returns the pixels the current document has been scrolled (vertically) from the upper left corner of the window |
| [parent](https://www.w3schools.com/jsref/prop_win_parent.asp) | Returns the parent window of the current window |
| [screen](https://www.w3schools.com/jsref/prop_win_screen.asp) | Returns the Screen object for the window See also [The Screen object](https://www.w3schools.com/jsref/obj_screen.asp) |
| [screenLeft](https://www.w3schools.com/jsref/prop_win_screenleft.asp) | Returns the horizontal coordinate of the window relative to the screen |
| [screenTop](https://www.w3schools.com/jsref/prop_win_screentop.asp) | Returns the vertical coordinate of the window relative to the screen |
| [screenX](https://www.w3schools.com/jsref/prop_win_screenx.asp) | Returns the horizontal coordinate of the window relative to the screen |
| [screenY](https://www.w3schools.com/jsref/prop_win_screeny.asp) | Returns the vertical coordinate of the window relative to the screen |
| [sessionStorage](https://www.w3schools.com/jsref/prop_win_sessionstorage.asp) | Allows to save key/value pairs in a web browser. Stores the data for one session |
| [scrollX](https://www.w3schools.com/jsref/prop_win_scrollx.asp) | An alias of [pageXOffset](https://www.w3schools.com/jsref/prop_win_pagexoffset.asp) |
| [scrollY](https://www.w3schools.com/jsref/prop_win_scrolly.asp) | An alias of [pageYOffset](https://www.w3schools.com/jsref/prop_win_pagexoffset.asp) |
| [self](https://www.w3schools.com/jsref/prop_win_self.asp) | Returns the current window |
| [status](https://www.w3schools.com/jsref/prop_win_status.asp) | Deprecated. Avoid using it. |
| [top](https://www.w3schools.com/jsref/prop_win_top.asp) | Returns the topmost browser window |

## **Window Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [addEventListener()](https://www.w3schools.com/jsref/met_win_addeventlistener.asp) | Attaches an event handler to the window |
| [alert()](https://www.w3schools.com/jsref/met_win_alert.asp) | Displays an alert box with a message and an OK button |
| [atob()](https://www.w3schools.com/jsref/met_win_atob.asp) | Decodes a base-64 encoded string |
| [blur()](https://www.w3schools.com/jsref/met_win_blur.asp) | Removes focus from the current window |
| [btoa()](https://www.w3schools.com/jsref/met_win_btoa.asp) | Encodes a string in base-64 |
| [clearInterval()](https://www.w3schools.com/jsref/met_win_clearinterval.asp) | Clears a timer set with setInterval() |
| [clearTimeout()](https://www.w3schools.com/jsref/met_win_cleartimeout.asp) | Clears a timer set with setTimeout() |
| [close()](https://www.w3schools.com/jsref/met_win_close.asp) | Closes the current window |
| [confirm()](https://www.w3schools.com/jsref/met_win_confirm.asp) | Displays a dialog box with a message and an OK and a Cancel button |
| [focus()](https://www.w3schools.com/jsref/met_win_focus.asp) | Sets focus to the current window |
| [getComputedStyle()](https://www.w3schools.com/jsref/jsref_getcomputedstyle.asp) | Gets the current computed CSS styles applied to an element |
| getSelection() | Returns a Selection object representing the range of text selected by the user |
| [matchMedia()](https://www.w3schools.com/jsref/met_win_matchmedia.asp) | Returns a MediaQueryList object representing the specified CSS media query string |
| [moveBy()](https://www.w3schools.com/jsref/met_win_moveby.asp) | Moves a window relative to its current position |
| [moveTo()](https://www.w3schools.com/jsref/met_win_moveto.asp) | Moves a window to the specified position |
| [open()](https://www.w3schools.com/jsref/met_win_open.asp) | Opens a new browser window |
| [print()](https://www.w3schools.com/jsref/met_win_print.asp) | Prints the content of the current window |
| [prompt()](https://www.w3schools.com/jsref/met_win_prompt.asp) | Displays a dialog box that prompts the visitor for input |
| [removeEventListener()](https://www.w3schools.com/jsref/met_win_removeeventlistener.asp) | Removes an event handler from the window |
| requestAnimationFrame() | Requests the browser to call a function to update an animation before the next repaint |
| [resizeBy()](https://www.w3schools.com/jsref/met_win_resizeby.asp) | Resizes the window by the specified pixels |
| [resizeTo()](https://www.w3schools.com/jsref/met_win_resizeto.asp) | Resizes the window to the specified width and height |
| scroll() | Deprecated. This method has been replaced by the [scrollTo()](https://www.w3schools.com/jsref/met_win_scrollto.asp) method. |
| [scrollBy()](https://www.w3schools.com/jsref/met_win_scrollby.asp) | Scrolls the document by the specified number of pixels |
| [scrollTo()](https://www.w3schools.com/jsref/met_win_scrollto.asp) | Scrolls the document to the specified coordinates |
| [setInterval()](https://www.w3schools.com/jsref/met_win_setinterval.asp) | Calls a function or evaluates an expression at specified intervals (in milliseconds) |
| [setTimeout()](https://www.w3schools.com/jsref/met_win_settimeout.asp) | Calls a function or evaluates an expression after a specified number of milliseconds |
| [stop()](https://www.w3schools.com/jsref/met_win_stop.asp) | Stops the window from loading |

# Window Console Object

## **The Console Object**

The **console object** provides access to the browser's debugging console.

The **console object** is a property of the **window object**.

The **console object** is accessed with:

window.console or just console

### **Examples**

window.console.error("You made a mistake");

console.error("You made a mistake");

## **Console Object Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [assert()](https://www.w3schools.com/jsref/met_console_assert.asp) | Writes an error message to the console if a assertion is false |
| [clear()](https://www.w3schools.com/jsref/met_console_clear.asp) | Clears the console |
| [count()](https://www.w3schools.com/jsref/met_console_count.asp) | Logs the number of times that this particular call to count() has been called |
| [error()](https://www.w3schools.com/jsref/met_console_error.asp) | Outputs an error message to the console |
| [group()](https://www.w3schools.com/jsref/met_console_group.asp) | Creates a new inline group in the console. This indents following console messages by an additional level, until console.groupEnd() is called |
| [groupCollapsed()](https://www.w3schools.com/jsref/met_console_groupcollapsed.asp) | Creates a new inline group in the console. However, the new group is created collapsed. The user will need to use the disclosure button to expand it |
| [groupEnd()](https://www.w3schools.com/jsref/met_console_groupend.asp) | Exits the current inline group in the console |
| [info()](https://www.w3schools.com/jsref/met_console_info.asp) | Outputs an informational message to the console |
| [log()](https://www.w3schools.com/jsref/met_console_log.asp) | Outputs a message to the console |
| [table()](https://www.w3schools.com/jsref/met_console_table.asp) | Displays tabular data as a table |
| [time()](https://www.w3schools.com/jsref/met_console_time.asp) | Starts a timer (can track how long an operation takes) |
| [timeEnd()](https://www.w3schools.com/jsref/met_console_timeend.asp) | Stops a timer that was previously started by console.time() |
| [trace()](https://www.w3schools.com/jsref/met_console_trace.asp) | Outputs a stack trace to the console |
| [warn()](https://www.w3schools.com/jsref/met_console_warn.asp) | Outputs a warning message to the console |

# Window History

## **The Window History Object**

The **history object** contains the URLs visited by the user (in the browser window).

The **history object** is a property of the **window object**.

The **history object** is accessed with:

window.history or just history:

### **Examples**

let length = window.history.length;

let length = history.length;

## **History Object Properties and Methods**

|  |  |
| --- | --- |
| **Property/Method** | **Description** |
| [back()](https://www.w3schools.com/jsref/met_his_back.asp) | Loads the previous URL (page) in the history list |
| [forward()](https://www.w3schools.com/jsref/met_his_forward.asp) | Loads the next URL (page) in the history list |
| [go()](https://www.w3schools.com/jsref/met_his_go.asp) | Loads a specific URL (page) from the history list |
| [length](https://www.w3schools.com/jsref/prop_his_length.asp) | Returns the number of URLs (pages) in the history list |

# 5.Variables and Operators

# JavaScript Variables

4 Ways to Declare a JavaScript Variable:

1.Using var, 2.Using let, 3.Using const, 4.Using nothing

## **What are Variables?**

Variables are containers for storing data (storing data values).

In this example, x, y, and z, are variables, declared with the var keyword:

### **Example**

var x = 5;

var y = 6;

var z = x + y;

In this example, x, y, and z, are variables, declared with the let keyword:

### **Example**

let x = 5;

let y = 6;

let z = x + y;

In this example, x, y, and z, are undeclared variables:

### **Example**

x = 5;

y = 6;

z = x + y;

From all the examples above, you can guess:

* x stores the value 5
* y stores the value 6
* z stores the value 11

**When to Use JavaScript var?**

Always declare JavaScript variables with **var, let**, or **const**.

The **var** keyword is used in all JavaScript code from 1995 to 2015.

The **let** and **const** keywords were added to JavaScript in 2015.

If you want your code to run in older browsers, you must use var.

## **When to Use JavaScript const?**

If you want a general rule: always declare variables with const.

If you think the value of the variable can change, use let.

In this example, price1, price2, and total, are variables:

### **Example**

const price1 = 5;

const price2 = 6;

let total = price1 + price2;

The two variables price1 and price2 are declared with the const keyword.

These are constant values and cannot be changed.

The variable total is declared with the let keyword.

This is a value that can be changed.

## **Just Like Algebra**

Just like in algebra, variables hold values:

let x = 5;

let y = 6;

Just like in algebra, variables are used in expressions:

let z = x + y;

From the example above, you can guess that the total is calculated to be 11.

## **Note**

Variables are containers for storing values.

## **JavaScript Identifiers**

All JavaScript **variables** must be **identified** with **unique names**.

These unique names are called **identifiers**.

Identifiers can be short names (like x and y) or more descriptive names (age, sum, totalVolume).

The general rules for constructing names for variables (unique identifiers) are:

* Names can contain letters, digits, underscores, and dollar signs.
* Names must begin with a letter.
* Names can also begin with $ and \_ (but we will not use it in this tutorial).
* Names are case sensitive (y and Y are different variables).
* Reserved words (like JavaScript keywords) cannot be used as names.

## **Note**

JavaScript identifiers are case-sensitive.

## **The Assignment Operator**

In JavaScript, the equal sign (=) is an "assignment" operator, not an "equal to" operator.

This is different from algebra. The following does not make sense in algebra:

x = x + 5

In JavaScript, however, it makes perfect sense: it assigns the value of x + 5 to x.

(It calculates the value of x + 5 and puts the result into x. The value of x is incremented by 5.)

## **Note**

The "equal to" operator is written like == in JavaScript.

**6.Data Types and Num Type Conversion**

## **JavaScript Data Types**

JavaScript variables can hold numbers like 100 and text values like "John Doe".

In programming, text values are called text strings.

JavaScript can handle many types of data, but for now, just think of numbers and strings.

Strings are written inside double or single quotes. Numbers are written without quotes.

If you put a number in quotes, it will be treated as a text string.

### **Example**

const pi = 3.14;

let person = "John Doe";

let answer = 'Yes I am!';

## **Declaring a JavaScript Variable**

Creating a variable in JavaScript is called "declaring" a variable.

You declare a JavaScript variable with the **var**or the **let** keyword:

var carName;

**or**

let carName;

After the declaration, the variable has no value (technically it is undefined).

To **assign** a value to the variable, use the equal sign:

carName = "Volvo";

You can also assign a value to the variable when you declare it:

let carName = "Volvo";

In the example below, we create a variable called carName and assign the value "Volvo" to it.

Then we "output" the value inside an HTML paragraph with id="demo":

### **Example**

<p id="demo"></p>

<script>

let carName = "Volvo";

document.getElementById("demo").innerHTML = carName;

</script>

## **Note**

It's a good programming practice to declare all variables at the beginning of a script.

## **One Statement, Many Variables**

You can declare many variables in one statement.

Start the statement with let and separate the variables by **comma**:

### **Example**

let person = "John Doe", carName = "Volvo", price = 200;

A declaration can span multiple lines:

### **Example**

let person = "John Doe",

carName = "Volvo",

price = 200;

## **Value = undefined**

In computer programs, variables are often declared without a value. The value can be something that has to be calculated, or something that will be provided later, like user input.

A variable declared without a value will have the value undefined.

The variable carName will have the value undefined after the execution of this statement:

### **Example**

let carName;

## **Re-Declaring JavaScript Variables**

If you re-declare a JavaScript variable declared with var, it will not lose its value.

The variable carName will still have the value "Volvo" after the execution of these statements:

### **Example**

var carName = "Volvo";

var carName;

## **Note**

You cannot re-declare a variable declared with let or const.

This will not work:

let carName = "Volvo";

let carName;

**6.Data Types and Num Type Conversion**

In programming, type conversion is the process of converting data of one type to another. For example: converting String data to Number.

There are two types of type conversion in JavaScript.

Implicit Conversion - automatic type conversion

Explicit Conversion - manual type conversion

## JavaScript Implicit Conversion

In certain situations, JavaScript automatically converts one data type to another (to the right type). This is known as implicit conversion.

### **Example 1: Implicit Conversion to String**

// numeric string used with + gives string type

let result;

result = '3' + 2;

console.log(result) // "32"

result = '3' + true;

console.log(result); // "3true"

result = '3' + undefined;

console.log(result); // "3undefined"

result = '3' + null;

console.log(result); // "3null"

[Run Code](https://www.programiz.com/javascript/online-compiler)

Note: When a number is added to a string, JavaScript converts the number to a string before concatenation.

**Example 2: Implicit Conversion to Number**

// numeric string used with - , / , \* results number type

let result;

result = '4' - '2';

console.log(result); // 2

result = '4' - 2;

console.log(result); // 2

result = '4' \* 2;

console.log(result); // 8

result = '4' / 2;

console.log(result); // 2

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Example 3: Non-numeric String Results to NaN**

// non-numeric string used with - , / , \* results to NaN

let result;

result = 'hello' - 'world';

console.log(result); // NaN

result = '4' - 'hello';

console.log(result); // NaN

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Example 4: Implicit Boolean Conversion to Number**

// if boolean is used, true is 1, false is 0

let result;

result = '4' - true;

console.log(result); // 3

result = 4 + true;

console.log(result); // 5

result = 4 + false;

console.log(result); // 4

[Run Code](https://www.programiz.com/javascript/online-compiler)

Note: JavaScript considers 0 as false and all non-zero number as true. And, if true is converted to a number, the result is always 1.

**Example 5: null Conversion to Number**

// null is 0 when used with number

let result;

result = 4 + null;

console.log(result); // 4

result = 4 - null;

console.log(result); // 4

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Example 6: undefined used with number, boolean or null**

// Arithmetic operation of undefined with number, boolean or null gives NaN

let result;

result = 4 + undefined;

console.log(result); // NaN

result = 4 - undefined;

console.log(result); // NaN

result = true + undefined;

console.log(result); // NaN

result = null + undefined;

console.log(result); // NaN

[Run Code](https://www.programiz.com/javascript/online-compiler)

**JavaScript Explicit Conversion**

You can also convert one data type to another as per your needs. The type conversion that you do manually is known as explicit type conversion.

In JavaScript, explicit type conversions are done using built-in methods.

Here are some common methods of explicit conversions.

1. Convert to Number Explicitly

To convert numeric strings and boolean values to numbers, you can use Number(). For example,

let result;

// string to number

result = Number('324');

console.log(result); // 324

result = Number('324e-1')

console.log(result); // 32.4

// boolean to number

result = Number(true);

console.log(result); // 1

result = Number(false);

console.log(result); // 0

[Run Code](https://www.programiz.com/javascript/online-compiler)

In JavaScript, empty strings and null values return 0. For example,

let result;

result = Number(null);

console.log(result); // 0

let result = Number(' ')

console.log(result); // 0

**If a string is an invalid number, the result will be NaN. For example,**

let result;

result = Number('hello');

console.log(result); // NaN

result = Number(undefined);

console.log(result); // NaN

result = Number(NaN);

console.log(result); // NaN

Note: You can also generate numbers from strings using parseInt(), parseFloat(), unary operator + and Math.floor(). For example,

let result;

result = parseInt('20.01');

console.log(result); // 20

result = parseFloat('20.01');

console.log(result); // 20.01

result = +'20.01';

console.log(result); // 20.01

result = Math.floor('20.01');

console.log(result); // 20

**2. Convert to String Explicitly**

To convert other data types to strings, you can use either String() or toString(). For example,

//number to string

let result;

result = String(324);

console.log(result); // "324"

result = String(2 + 4);

console.log(result); // "6"

//other data types to string

result = String(null);

console.log(result); // "null"

result = String(undefined);

console.log(result); // "undefined"

result = String(NaN);

console.log(result); // "NaN"

result = String(true);

console.log(result); // "true"

result = String(false);

console.log(result); // "false"

// using toString()

result = (324).toString();

console.log(result); // "324"

result = true.toString();

console.log(result); // "true"

Note: String() takes null and undefined and converts them to string. However, toString() gives error when null are passed.

**3. Convert to Boolean Explicitly**

To convert other data types to a boolean, you can use Boolean().

In JavaScript, undefined, null, 0, NaN, '' converts to false. For example,

let result;

result = Boolean('');

console.log(result); // false

result = Boolean(0);

console.log(result); // false

result = Boolean(undefined);

console.log(result); // false

result = Boolean(null);

console.log(result); // false

result = Boolean(NaN);

console.log(result); // false

All other values give true. For example,

result = Boolean(324);

console.log(result); // true

result = Boolean('hello');

console.log(result); // true

result = Boolean(' ');

console.log(result); // true

[Run Code](https://www.programiz.com/javascript/online-compiler)

### JavaScript Type Conversion Table

The table shows the conversion of different values to String, Number, and Boolean in JavaScript.

|  |  |  |  |
| --- | --- | --- | --- |
| Value | String Conversion | Number Conversion | Boolean Conversion |
| 1 | "1" | 1 | true |
| 0 | "0" | 0 | false |
| "1" | "1" | 1 | true |
| "0" | "0" | 0 | true |
| "ten" | "ten" | NaN | true |
| true | "true" | 1 | true |
| false | "false" | 0 | false |
| null | "null" | 0 | false |
| undefined | "undefined" | NaN | false |
| '' | "" | 0 | false |
| ' ' | " " | 0 | true |

**Converting Values to Numbers:** We can use [**Number() function**](https://www.geeksforgeeks.org/javascript-number-function/)in JavaScript to convert a value to a Number. It can convert any numerical text and boolean value to a Number. In the case of strings of non-numbers, it will convert it to a [**NaN**(Not a Number)](https://www.geeksforgeeks.org/javascript-number-nan-property/)

**Syntax:**

Number(valueToConvert)

**Example:**

**Input:**

var s = "144";

var n = Number(s);

**Output:**

now n contain 144(Number).

**Example 3:** Below code converts a numerical text, dates and boolean values to a number.

* javascript

|  |
| --- |
| // Number and date has been assigned  // to variable v and d respectively  var v = "144";  var d = new Date('1995-12-17T03:24:00');   // Conversion of string to number  console.log(" Number(v) = " + Number(v));   //Conversion of boolean value to number  console.log(" Number(false) = " + Number(false));  console.log(" Number(true) = " + Number(true));   // Conversion of date to number  console.log(" Number(d) = " + Number(d)); |

**Output:**

Number(v) = 144

Number(false) = 0

Number(true) = 1

Number(d) = 819150840000

**Example 4:** If the string is non-number then it converts it to **NaN** and strings of white spaces or empty strings will convert to 0.

* javascript

|  |
| --- |
| // Empty string assigned  var v = "";    // White space assigned  var d = " ";    // Non-number string assigned  var s = "GeeksforGeeks";    // Printing converted values of number  console.log(" Number(v) = " + Number(v));  console.log(" Number(d) = " + Number(d));  console.log(" Number(s) = " + Number(s)); |

**Output:**

Number(v) = 0

Number(d) = 0

Number(s) = NaN

## **JavaScript Type Conversion**

JavaScript variables can be converted to a new variable and another data type:

* By the use of a JavaScript function
* **Automatically** by JavaScript itself

## **Converting Strings to Numbers**

The global method Number() converts a variable (or a value) into a number.

A numeric string (like "3.14") converts to a number (like 3.14).

An empty string (like "") converts to 0.

A non numeric string (like "John") converts to NaN (Not a Number).

### **Examples**

**These will convert:**

Number("3.14")  
Number(Math.PI)  
Number(" ")  
Number("")  
**These will not convert:**

Number("99 88")  
Number("John")

## **Number Methods**

In the chapter [Number Methods](https://www.w3schools.com/js/js_number_methods.asp), you will find more methods that can be used to convert strings to numbers:

|  |  |
| --- | --- |
| **Method** | **Description** |
| Number() | Returns a number, converted from its argument |
|  |  |
| parseFloat() | Parses a string and returns a floating point number |
| parseInt() | Parses a string and returns an integer |

## **The Unary + Operator**

The **unary + operator** can be used to convert a variable to a number:

### **Example**

let y = "5";

// y is a string

let x = + y;

// x is a number

If the variable cannot be converted, it will still become a number, but with the value NaN (Not a Number):

### **Example**

let y = "John";   // y is a string  
let x = + y;      // x is a number (NaN)

## **Converting Numbers to Strings**

The global method String() can convert numbers to strings.

It can be used on any type of numbers, literals, variables, or expressions:

### **Example**

String(x)         // returns a string from a number variable x

String(123)       // returns a string from a number literal 123

String(100 + 23)  // returns a string from a number from an expression

The Number method toString() does the same.

### **Example**

x.toString()  
(123).toString()  
(100 + 23).toString()

## **More Methods**

In the chapter [Number Methods](https://www.w3schools.com/js/js_number_methods.asp), you will find more methods that can be used to convert numbers to strings:

|  |  |
| --- | --- |
| **Method** | **Description** |
| toExponential() | Returns a string, with a number rounded and written using exponential notation. |
| toFixed() | Returns a string, with a number rounded and written with a specified number of decimals. |
| toPrecision() | Returns a string, with a number written with a specified length |

## **Converting Dates to Numbers**

The global method Number() can be used to convert dates to numbers.

d = new Date();

Number(d)          // returns 1404568027739

The date method getTime() does the same.

d = new Date();

d.getTime()        // returns 1404568027739

## **Converting Dates to Strings**

The global method String() can convert dates to strings.

String(Date())  // returns "Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)"

The Date method toString() does the same.

### **Example**

Date().toString()  // returns "Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)"

In the chapter [Date Methods](https://www.w3schools.com/js/js_date_methods.asp), you will find more methods that can be used to convert dates to strings:

|  |  |
| --- | --- |
| **Method** | **Description** |
| getDate() | Get the day as a number (1-31) |
| getDay() | Get the weekday a number (0-6) |
| getFullYear() | Get the four digit year (yyyy) |
| getHours() | Get the hour (0-23) |
| getMilliseconds() | Get the milliseconds (0-999) |
| getMinutes() | Get the minutes (0-59) |
| getMonth() | Get the month (0-11) |
| getSeconds() | Get the seconds (0-59) |
| getTime() | Get the time (milliseconds since January 1, 1970) |

## **Converting Booleans to Numbers**

The global method Number() can also convert booleans to numbers.

Number(false)     // returns 0

Number(true)      // returns

## **Converting Booleans to Strings**

The global method String() can convert booleans to strings.

String(false)      // returns "false"

String(true)       // returns "true"

The Boolean method toString() does the same.

false.toString()   // returns "false"

true.toString()    // returns "true"

## **Automatic Type Conversion**

When JavaScript tries to operate on a "wrong" data type, it will try to convert the value to a "right" type.

The result is not always what you expect:

5 + null    // returns 5         because null is converted to 0

"5" + null  // returns "5null"   because null is converted to "null"

"5" + 2     // returns "52"      because 2 is converted to "2"

"5" - 2     // returns 3         because "5" is converted to 5

"5" \* "2"   // returns 10        because "5" and "2" are converted to 5 and 2

## **Automatic String Conversion**

JavaScript automatically calls the variable's toString() function when you try to "output" an object or a variable:

document.getElementById("demo").innerHTML = myVar;

// if myVar = {name:"Fjohn"}  // toString converts to "[object Object]"

// if myVar = [1,2,3,4]       // toString converts to "1,2,3,4"

// if myVar = new Date()      // toString converts to "Fri Jul 18 2014 09:08:55 GMT+0200"

Numbers and booleans are also converted, but this is not very visible:

// if myVar = 123             // toString converts to "123"

// if myVar = true            // toString converts to "true"

// if myVar = false           // toString converts to "false"

## **JavaScript Type Conversion Table**

This table shows the result of converting different JavaScript values to Number, String, and Boolean:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Original Value** | **Converted to Number** | **Converted to String** | **Converted to Boolean** | **Try it** |
| False | 0 | "false" | false | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_false) |
| True | 1 | "true" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_true) |
| 0 | 0 | "0" | false | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_number_0) |
| 1 | 1 | "1" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_number_1) |
| "0" | 0 | "0" | **true** | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_0) |
| "000" | 0 | "000" | **true** | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_000) |
| "1" | 1 | "1" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_1) |
| NaN | NaN | "NaN" | false | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_nan) |
| Infinity | Infinity | "Infinity" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_infinity) |
| -Infinity | -Infinity | "-Infinity" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_infinity_minus) |
| "" | **0** | "" | **false** | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_empty) |
| "20" | 20 | "20" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_number) |
| "twenty" | NaN | "twenty" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_string_text) |
| [ ] | **0** | "" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_empty) |
| [20] | **20** | "20" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_one_number) |
| [10,20] | NaN | "10,20" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_two_numbers) |
| ["twenty"] | NaN | "twenty" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_one_string) |
| ["ten","twenty"] | NaN | "ten,twenty" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_array_two_strings) |
| function(){} | NaN | "function(){}" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_function) |
| { } | NaN | "[object Object]" | true | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_object) |
| Null | **0** | "null" | false | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_null) |
| Undefined | NaN | "undefined" | false | [Try it »](https://www.w3schools.com/js/tryit.asp?filename=tryjs_type_convert_undefined) |

Values in quotes indicate string values.

**Red values** indicate values (some) programmers might not expect.

**Objects and Arrays**

# Both objects and arrays are considered “special” in JavaScript. Objects represent a special data type that is [mutable](https://gomakethings.com/immutability-in-javascript/) and can be used to store a collection of data (rather than just a single value). Arrays are a special type of variable that is also mutable and can also be used to store a list of values.

# 8.Objects

**When to Use Objects**

Objects are used to represent a “thing” in your code. That could be a person, a car, a building, a book, a character in a game — basically anything that is made up or can be defined by a set of characteristics. In objects, these characteristics are called **properties** that consist of a key and a value.

// Basic object syntax

var object = {

key: 'value'

};//

Example 'person' object

var person = {

name: 'Zac',

age: 33,

likesCoding: true

};

**Access, Add, and Remove Items from Objects**

Properties in objects can be accessed, added, changed, and removed by using either **dot** or **bracket** notation. To get the value of the age key in our personobject with both dot and bracket notation, we’d write:

// Dot notation

person.age // returns 33// Bracket notation

person['age'] // returns 33

Say we wanted to change the value of likesCoding to **false**. We can do that with dot notation like this:

person.likesCoding = false;

And if we wanted to add a new property to our person object, we could accomplish that with dot notation as well:

person.hobbies = ['hiking', 'travel', 'reading'];

Finally, to remove a property from an object, we use the delete keyword like so:

delete person.age;

[Check out this post](https://codeburst.io/javascript-quickie-dot-notation-vs-bracket-notation-333641c0f781) on the difference between dot and bracket notation, and when to use each.

**Iterating Through Objects**

The most common way to loop through properties in an object is with a **for…in**loop:

for (var key in myObject) {

console.log(key); // logs keys in myObject

console.log(myObject[key]); // logs values in myObject

}

Another way to iterate through object properties is by appending the **forEach()**method to **Object.keys()**:

Object.keys(myObject).forEach(function(key) {

console.log(key); // logs keys in myObject

console.log(myObject[key]); // logs values in myObject

});

# 8.Arrays

**When to Use Arrays**

We use arrays whenever we want to create and store a list of multiple items in a single variable. Arrays are especially useful when creating **ordered collections** where items in the collection can be accessed by their numerical position in the list. Just as object properties can store values of any [primitive data type](https://javascript.info/types) (as well as an array or another object), so too can arrays consist of strings, numbers, booleans, objects, or even other arrays.

**Access, Add, and Remove Items from Arrays**

Arrays use [zero-based indexing](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array#Accessing_array_elements), so the first item in an array has an index of 0, the second item an index of 1, and so on. For instance, let’s say we wanted to access the third item (‘Mexico City’) in the following array:

var vacationSpots = ['Tokyo', 'Bali', 'Mexico City', 'Vancouver'];

To do so, we’d write:

vacationSpots[2]; // returns 'Mexico City'

Items can be added and removed from the beginning or end of an array using the push(), pop(), unshift(), and shift() methods:

// push() - Adds item(s) to the end of an array  
vacationSpots.push('Miami');// pop() - Removes the last item from an array  
vacationSpots.pop();// unshift() - Adds item(s) to the beginning of an array  
vacationSpots.unshift('Cape Town', 'Moscow');// shift() - Removes the first item from an array  
vacationSpots.shift();

**Iterating Through Arrays**

We can loop through items in an array in a few ways. First there’s the standard **for** loop:

for (var i = 0; i < myArray.length; i++) {

console.log(myArray[i]); // logs items in myArray

}

There’s also the **for…of** loop:

for (var item of myArray) {

console.log(item); // logs items in myArray

}

Or we can utilize the **forEach()** method:

myArray.forEach(item) {

console.log(item); // logs items in myArray

});

# Date and time

Let’s meet a new built-in object: [Date](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date). It stores the date, time and provides methods for date/time management.

For instance, we can use it to store creation/modification times, to measure time, or just to print out the current date.

## [Creation](https://javascript.info/date" \l "creation)

To create a new Date object call new Date() with one of the following arguments:

**new Date()**

Without arguments – create a Date object for the current date and time:

let now = new Date();

alert( now ); // shows current date/time

**new Date(milliseconds)**

Create a Date object with the time equal to number of milliseconds (1/1000 of a second) passed after the Jan 1st of 1970 UTC+0.

// 0 means 01.01.1970 UTC+0

let Jan01\_1970 = new Date(0);

alert( Jan01\_1970 );

// now add 24 hours, get 02.01.1970 UTC+0

let Jan02\_1970 = new Date(24 \* 3600 \* 1000);

alert( Jan02\_1970 );

An integer number representing the number of milliseconds that has passed since the beginning of 1970 is called a timestamp.

It’s a lightweight numeric representation of a date. We can always create a date from a timestamp using new Date(timestamp) and convert the existing Date object to a timestamp using the date.getTime() method (see below).

Dates before 01.01.1970 have negative timestamps, e.g.:

// 31 Dec 1969

let Dec31\_1969 = new Date(-24 \* 3600 \* 1000);

alert( Dec31\_1969 );

**new Date(datestring)**

If there is a single argument, and it’s a string, then it is parsed automatically. The algorithm is the same as Date.parse uses, we’ll cover it later.

let date = new Date("2017-01-26");

alert(date);

// The time is not set, so it's assumed to be midnight GMT and

// is adjusted according to the timezone the code is run in

// So the result could be

// Thu Jan 26 2017 11:00:00 GMT+1100 (Australian Eastern Daylight Time)

// or

// Wed Jan 25 2017 16:00:00 GMT-0800 (Pacific Standard Time)

**new Date(year, month, date, hours, minutes, seconds, ms)**

Create the date with the given components in the local time zone. Only the first two arguments are obligatory.

* The year should have 4 digits. For compatibility, 2 digits are also accepted and considered 19xx, e.g. 98 is the same as 1998 here, but always using 4 digits is strongly encouraged.
* The month count starts with 0 (Jan), up to 11 (Dec).
* The date parameter is actually the day of month, if absent then 1 is assumed.
* If hours/minutes/seconds/ms is absent, they are assumed to be equal 0.

For instance:

new Date(2011, 0, 1, 0, 0, 0, 0); // 1 Jan 2011, 00:00:00

new Date(2011, 0, 1); // the same, hours etc are 0 by default

The maximal precision is 1 ms (1/1000 sec):

let date = new Date(2011, 0, 1, 2, 3, 4, 567);

alert( date ); // 1.01.2011, 02:03:04.567

## [Access date components](https://javascript.info/date" \l "access-date-components)

There are methods to access the year, month and so on from the Date object:

[**getFullYear()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getFullYear)

Get the year (4 digits)

[**getMonth()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getMonth)

Get the month, **from 0 to 11**.

[**getDate()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getDate)

Get the day of month, from 1 to 31, the name of the method does look a little bit strange.

[**getHours()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getHours)**,**[**getMinutes()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getMinutes)**,**[**getSeconds()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getSeconds)**,**[**getMilliseconds()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getMilliseconds)

Get the corresponding time components.

**Not getYear(), but getFullYear()**

Many JavaScript engines implement a non-standard method getYear(). This method is deprecated. It returns 2-digit year sometimes. Please never use it. There is getFullYear() for the year.

Additionally, we can get a day of week:

[**getDay()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getDay)

Get the day of week, from 0 (Sunday) to 6 (Saturday). The first day is always Sunday, in some countries that’s not so, but can’t be changed.

**All the methods above return the components relative to the local time zone.**

There are also their UTC-counterparts, that return day, month, year and so on for the time zone UTC+0: [getUTCFullYear()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getUTCFullYear), [getUTCMonth()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getUTCMonth), [getUTCDay()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getUTCDay). Just insert the "UTC" right after "get".

If your local time zone is shifted relative to UTC, then the code below shows different hours:

// current date

let date = new Date();

// the hour in your current time zone

alert( date.getHours() );

// the hour in UTC+0 time zone (London time without daylight savings)

alert( date.getUTCHours() );

Besides the given methods, there are two special ones that do not have a UTC-variant:

[**getTime()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getTime)

Returns the timestamp for the date – a number of milliseconds passed from the January 1st of 1970 UTC+0.

[**getTimezoneOffset()**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/getTimezoneOffset)

Returns the difference between UTC and the local time zone, in minutes:

// if you are in timezone UTC-1, outputs 60

// if you are in timezone UTC+3, outputs -180

alert( new Date().getTimezoneOffset() );

## [Setting date components](https://javascript.info/date" \l "setting-date-components)

The following methods allow to set date/time components:

* [setFullYear(year, [month], [date])](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setFullYear)
* [setMonth(month, [date])](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setMonth)
* [setDate(date)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setDate)
* [setHours(hour, [min], [sec], [ms])](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setHours)
* [setMinutes(min, [sec], [ms])](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setMinutes)
* [setSeconds(sec, [ms])](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setSeconds)
* [setMilliseconds(ms)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setMilliseconds)
* [setTime(milliseconds)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date/setTime) (sets the whole date by milliseconds since 01.01.1970 UTC)

Every one of them except setTime() has a UTC-variant, for instance: setUTCHours().

As we can see, some methods can set multiple components at once, for example setHours. The components that are not mentioned are not modified.

For instance:

let today = new Date();

today.setHours(0);

alert(today); // still today, but the hour is changed to 0

today.setHours(0, 0, 0, 0);

alert(today); // still today, now 00:00:00 sharp.

## [Autocorrection](https://javascript.info/date" \l "autocorrection)

The autocorrection is a very handy feature of Date objects. We can set out-of-range values, and it will auto-adjust itself.

**For instance:**

let date = new Date(2013, 0, 32); // 32 Jan 2013 ?!?

alert(date); // ...is 1st Feb 2013!

Out-of-range date components are distributed automatically.

Let’s say we need to increase the date “28 Feb 2016” by 2 days. It may be “2 Mar” or “1 Mar” in case of a leap-year. We don’t need to think about it. Just add 2 days. The Date object will do the rest:

let date = new Date(2016, 1, 28);

date.setDate(date.getDate() + 2);

alert( date ); // 1 Mar 2016

That feature is often used to get the date after the given period of time. For instance, let’s get the date for “70 seconds after now”:

let date = new Date();

date.setSeconds(date.getSeconds() + 70);

alert( date ); // shows the correct date

We can also set zero or even negative values. For example:

let date = new Date(2016, 0, 2); // 2 Jan 2016

date.setDate(1); // set day 1 of month

alert( date );

date.setDate(0); // min day is 1, so the last day of the previous month is assumed

alert( date ); // 31 Dec 2015

## [Date to number, date diff](https://javascript.info/date" \l "date-to-number-date-diff)

When a Date object is converted to number, it becomes the timestamp same as date.getTime():

let date = new Date();

alert(+date); // the number of milliseconds, same as date.getTime()

The important side effect: dates can be subtracted, the result is their difference in ms.

That can be used for time measurements:

let start = new Date(); // start measuring time

// do the job

for (let i = 0; i < 100000; i++) {

let doSomething = i \* i \* i;

}

let end = new Date(); // end measuring time

alert( `The loop took ${end - start} ms` );

## [Date.now()](https://javascript.info/date" \l "date-now)

If we only want to measure time, we don’t need the Date object.

There’s a special method Date.now() that returns the current timestamp.

It is semantically equivalent to new Date().getTime(), but it doesn’t create an intermediate Date object. So it’s faster and doesn’t put pressure on garbage collection.

It is used mostly for convenience or when performance matters, like in games in JavaScript or other specialized applications.

So this is probably better:

let start = Date.now(); // milliseconds count from 1 Jan 1970

// do the job

for (let i = 0; i < 100000; i++) {

let doSomething = i \* i \* i;

}

let end = Date.now(); // done

alert( `The loop took ${end - start} ms` ); // subtract numbers, not dates

# Conditional Statements

CONDITIONALS

Conditional statements control behavior in JavaScript and determine whether or not pieces of code can run.

There are multiple different types of conditionals in JavaScript including:

“If” statements: where if a condition is true it is used to specify execution for a block of code.

“Else” statements: where if the same condition is false it specifies the execution for a block of code.

“Else if” statements: this specifies a new test if the first condition is false.

Now that you have the basic JavaScript conditional statement definitions, let’s show you examples of each.

If Statement Example

As the most common type of conditional, the if statement only runs if the condition enclosed in parentheses () is [truthy](https://developer.mozilla.org/en-US/docs/Glossary/Truthy).

|  |
| --- |
| EXAMPLE |
| if (10 > 5) {       var outcome = "if block"; } ​outcome; |
| OUTPUT |
| "if block" |

Here’s what’s happening in the example above:

The keyword if tells JavaScript to start the conditional statement.

(10 > 5) is the condition to test, which in this case is true — 10 is greater than 5.

The part contained inside curly braces {} is the block of code to run.

Because the condition passes, the variable outcome is assigned the value "if block".

Else Statement Example

You can extend an if statement with an else statement, which adds another block to run when the if conditional doesn’t pass.

|  |
| --- |
| EXAMPLE |
| if ("cat" === "dog") {       var outcome = "if block"; } else {       var outcome = "else block"; } outcome; |
| OUTPUT |
| "else block" |

In the example above, "cat" and "dog" are not equal, so the else block runs and the variable outcome gets the value "else block".

Else If Statement Example

You can also extend an if statement with an else if statement, which adds another conditional with its own block.

|  |
| --- |
| EXAMPLE |
| if (false) {       var outcome = "if block"; } else if (true) {       var outcome = "else if block"; } else {       var outcome = "else block"; } outcome; |
| OUTPUT |
| "else if block" |

You can use multiple if else conditionals, but note that only the first else if block runs. JavaScript skips any remaining conditionals after it runs the first one that passes.

|  |
| --- |
| EXAMPLE |
| if (false) {       var outcome = "if block"; } else if (true) {       var outcome = "first else if block"; } else if (true) {       var outcome = "second else if block"; } else {       var outcome = "else block"; } ​outcome; |
| OUTPUT |
| "first else if block" |

An else if statement doesn’t need a following else statement to work. If none of the if or else if conditions pass, then JavaScript moves forward and doesn’t run any of the conditional blocks of code.

|  |
| --- |
| EXAMPLE |
| if (false) {       var outcome = "if block"; } else if (false) {       var outcome = "else if block"; } ​outcome; |
| OUTPUT |
| "first else if block" |

**ARRAYS**

Array are container-like values that can hold other values. The values inside an array are called elements.

|  |
| --- |
| EXAMPLE |
| var breakfast = ["coffee", "croissant"];  breakfast; |
| **OUTPUT** |
| ["coffee", "croissant"] |

Array elements don’t all have to be the same type of value. Elements can be any kind of JavaScript value — even other arrays.

|  |
| --- |
| **EXAMPLE** |
| var hodgepodge = [100, "paint", [200, "brush"], false];  hodgepodge; |
| **OUTPUT** |
| [100, "paint", [200, "brush"], false] |

Accessing Elements

To access one of the elements inside an array, you’ll need to use the brackets and a number like this: myArray[3]. JavaScript arrays begin at 0, so the first element will always be inside [0].

|  |
| --- |
| **EXAMPLE** |
| var sisters = ["Tia", "Tamera"];  sisters[0]; |
| **OUTPUT** |
| "Tia" |

To get the last element, you can use brackets and `1` less than the array’s length property.

|  |
| --- |
| **EXAMPLE** |
| var actors = ["Felicia", "Nathan", "Neil"];  actors[actors.length - 1]; |
| **OUTPUT** |
| "Neil" |

This also works for setting an element’s value.

|  |
| --- |
| **EXAMPLE** |
| var colors = ["red", "yelo", "blue"]; colors[1] = "yellow"; colors; |
| **OUTPUT** |
| ["red", "yellow", "blue"] |

Properties and methods

Arrays have their own built-in variables and functions, also known as properties and methods. Here are some of the most common ones.

length

An array’s length property stores the number of elements inside the array.

|  |
| --- |
| **EXAMPLE** |
| ["a", "b", "c", 1, 2, 3].length; |
| **OUTPUT** |
| 6 |

concat

An array’s concat method returns a new array that combines the values of two arrays.

|  |
| --- |
| **EXAMPLE** |
| ["tortilla chips"].concat(["salsa", "queso", "guacamole"]); |
| **OUTPUT** |
| ["tortilla chips", "salsa", "queso", "guacamole"] |

pop

An array’s pop method removes the last element in the array and returns that element’s value.

|  |
| --- |
| **EXAMPLE** |
| ["Jupiter", "Saturn", "Uranus", "Neptune", "Pluto"].pop(); |
| **OUTPUT** |
| "Pluto" |

push

An array’s push method adds an element to the array and returns the array’s length.

|  |
| --- |
| **EXAMPLE** |
| ["John", "Kate"].push(8); |
| **OUTPUT** |
| 3 |

reverse

An array’s reverse method returns a copy of the array in opposite order.

|  |
| --- |
| **EXAMPLE** |
| ["a", "b", "c"].reverse(); |
| **OUTPUT** |
| ["c", "b", "a"] |

# Switch Case

You can use multiple **if...else…if** statements, as in the previous chapter, to perform a multiway branch. However, this is not always the best solution, especially when all of the branches depend on the value of a single variable.

Starting with JavaScript 1.2, you can use a **switch** statement which handles exactly this situation, and it does so more efficiently than repeated **if...else if** statements.

## **Flow Chart**

The following flow chart explains a switch-case statement works.
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### **Syntax**

The objective of a **switch** statement is to give an expression to evaluate and several different statements to execute based on the value of the expression. The interpreter checks each **case** against the value of the expression until a match is found. If nothing matches, a **default** condition will be used.

switch (expression) {

case condition 1: statement(s)

break;

case condition 2: statement(s)

break;

...

case condition n: statement(s)

break;

default: statement(s)

}

The **break** statements indicate the end of a particular case. If they were omitted, the interpreter would continue executing each statement in each of the following cases.

We will explain **break** statement in **Loop Control** chapter.

### **Example**

Try the following example to implement switch-case statement.

[Live Demo](http://tpcg.io/pNWbNd)

<html>

<body>

<script type = "text/javascript">

<!--

var grade = 'A';

document.write("Entering switch block<br />");

switch (grade) {

case 'A': document.write("Good job<br />");

break;

case 'B': document.write("Pretty good<br />");

break;

case 'C': document.write("Passed<br />");

break;

case 'D': document.write("Not so good<br />");

break;

case 'F': document.write("Failed<br />");

break;

default: document.write("Unknown grade<br />")

}

document.write("Exiting switch block");

//-->

</script>

<p>Set the variable to different value and then try...</p>

</body>

</html>

### **Output**

Entering switch block

Good job

Exiting switch block

Set the variable to different value and then try...

Break statements play a major role in switch-case statements. Try the following code that uses switch-case statement without any break statement.

[Live Demo](http://tpcg.io/ouqbd3)

<html>

<body>

<script type = "text/javascript">

<!--

var grade = 'A';

document.write("Entering switch block<br />");

switch (grade) {

case 'A': document.write("Good job<br />");

case 'B': document.write("Pretty good<br />");

case 'C': document.write("Passed<br />");

case 'D': document.write("Not so good<br />");

case 'F': document.write("Failed<br />");

default: document.write("Unknown grade<br />")

}

document.write("Exiting switch block");

//-->

</script>

<p>Set the variable to different value and then try...</p>

</body>

</html>

### **Output**

Entering switch block

Good job

Pretty good

Passed

Not so good

Failed

Unknown grade

Exiting switch block

Set the variable to different value and then try...

# Looping in JS

# JavaScript Loops

The **JavaScript loops** are used to iterate the piece of code using for, while, do while or for-in loops. It makes the code compact. It is mostly used in array.

There are four types of loops in JavaScript.

1. for loop
2. while loop
3. do-while loop
4. for-in loop

## **1) JavaScript For loop**

The **JavaScript for loop** iterates the elements for the fixed number of times. It should be used if number of iteration is known. The syntax of for loop is given below.

1. for (initialization; condition; increment)
2. {
3. code to be executed
4. }

Let’s see the simple example of for loop in javascript.

Play Video

1. **<script>**
2. for (i=1; i**<**=5; i++)
3. {
4. document.write(i + "**<br/>**")
5. }
6. **</script>**

Output:

1  
2  
3  
4  
5

## **2) JavaScript while loop**

The **JavaScript while loop** iterates the elements for the infinite number of times. It should be used if number of iteration is not known. The syntax of while loop is given below.

1. while (condition)
2. {
3. code to be executed
4. }

Let’s see the simple example of while loop in javascript.

1. **<script>**
2. var i=11;
3. while (i**<**=15)
4. {
5. document.write(i + "**<br/>**");
6. i++;
7. }
8. **</script>**

Output:

11  
12  
13  
14  
15

## **3) JavaScript do while loop**

The **JavaScript do while loop** iterates the elements for the infinite number of times like while loop. But, code is executed at least once whether condition is true or false. The syntax of do while loop is given below.

1. do{
2. code to be executed
3. }while (condition);

Let’s see the simple example of do while loop in javascript.

1. **<script>**
2. var i=21;
3. do{
4. document.write(i + "**<br/>**");
5. i++;
6. }while (i**<**=25);
7. **</script>**

Output:

21  
22  
23  
24  
25

## **4) JavaScript for in loop**

The **JavaScript for in loop** is used to iterate the properties of an object. We will discuss about it later.

# Functions

# JavaScript Functions

**JavaScript functions** are used to perform operations. We can call JavaScript function many times to reuse the code.

#### **Advantage of JavaScript function**

There are mainly two advantages of JavaScript functions.

1. **Code reusability**: We can call a function several times so it save coding.
2. **Less coding**: It makes our program compact. We don’t need to write many lines of code each time to perform a common task.

## **JavaScript Function Syntax**

The syntax of declaring function is given below.

1. function functionName([arg1, arg2, ...argN]){
2. //code to be executed
3. }

JavaScript Functions can have 0 or more arguments.

Play Video

## **JavaScript Function Example**

Let’s see the simple example of function in JavaScript that does not has arguments.

1. **<script>**
2. function msg(){
3. alert("hello! this is message");
4. }
5. **</script>**
6. **<input** type="button" onclick="msg()" value="call function"**/>**

#### **Output of the above example**

## **JavaScript Function Arguments**

We can call function by passing arguments. Let’s see the example of function that has one argument.

1. **<script>**
2. function getcube(number){
3. alert(number\*number\*number);
4. }
5. **</script>**
6. **<form>**
7. **<input** type="button" value="click" onclick="getcube(4)"**/>**
8. **</form>**

#### **Output of the above example**

Top of Form

Bottom of Form

## **Function with Return Value**

We can call function that returns a value and use it in our program. Let’s see the example of function that returns value.

1. **<script>**
2. function getInfo(){
3. return "hello javatpoint! How r u?";
4. }
5. **</script>**
6. **<script>**
7. document.write(getInfo());
8. **</script>**

#### **Output of the above example**

hello javatpoint! How r u?

## **JavaScript Function Object**

In JavaScript, the purpose of **Function constructor** is to create a new Function object. It executes the code globally. However, if we call the constructor directly, a function is created dynamically but in an unsecured way.

## **Syntax**

1. new Function ([arg1[, arg2[, ....argn]],] functionBody)

## **Parameter**

**arg1, arg2, .... , argn** - It represents the argument used by function.

**functionBody** - It represents the function definition.

## **JavaScript Function Methods**

Let's see function methods with description.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [apply()](https://www.javatpoint.com/javascript-function-apply-method) | It is used to call a function contains this value and a single array of arguments. |
| [bind()](https://www.javatpoint.com/javascript-function-bind-method) | It is used to create a new function. |
| [call()](https://www.javatpoint.com/javascript-function-call-method) | It is used to call a function contains this value and an argument list. |
| [toString()](https://www.javatpoint.com/javascript-function-tostring-method) | It returns the result in a form of a string. |

## **JavaScript Function Object Examples**

### **Example 1**

Let's see an example to display the sum of given numbers.

1. **<script>**
2. var add=new Function("num1","num2","return num1+num2");
3. document.writeln(add(2,5));
4. **</script>**

**Output:**

7

### **Example 2**

Let's see an example to display the power of provided value.

1. **<script>**
2. var pow=new Function("num1","num2","return Math.pow(num1,num2)");
3. document.writeln(pow(2,3));
4. **</script>**

Output:

8

# 7.Math and String Manipulation

## **The Math Object**

Unlike other objects, the Math object has no constructor.

The Math object is static.

All methods and properties can be used without creating a Math object first.

## **Math Properties (Constants)**

The syntax for any Math property is : Math.*property*.

JavaScript provides 8 mathematical constants that can be accessed as Math properties:

Math.E        // returns Euler's number

Math.PI       // returns PI

Math.SQRT2    // returns the square root of 2

Math.SQRT1\_2  // returns the square root of ½

Math.LN2      // returns the natural logarithm of 2

Math.LN10     // returns the natural logarithm of 10

Math.LOG2E    // returns base 2 logarithm of E

Math.LOG10E   // returns base 10 logarithm of E

**Example**

**<!DOCTYPE html>**

**<html>**

**<body>**

**<h2>JavaScript Math Constants</h2>**

**<p id="demo"></p>**

**<script>**

**document.getElementById("demo").innerHTML =**

**"<p><b>Math.E:</b> " + Math.E + "</p>" +**

**"<p><b>Math.PI:</b> " + Math.PI + "</p>" +**

**"<p><b>Math.SQRT2:</b> " + Math.SQRT2 + "</p>" +**

**"<p><b>Math.SQRT1\_2:</b> " + Math.SQRT1\_2 + "</p>" +**

**"<p><b>Math.LN2:</b> " + Math.LN2 + "</p>" +**

**"<p><b>Math.LN10:</b> " + Math.LN10 + "</p>" +**

**"<p><b>Math.LOG2E:</b> " + Math.LOG2E + "</p>" +**

**"<p><b>Math.Log10E:</b> " + Math.LOG10E + "</p>";**

**</script>**

**</body>**

**</html>**

**Output:**

## JavaScript Math Constants

**Math.E:** 2.718281828459045

**Math.PI:** 3.141592653589793

**Math.SQRT2:** 1.4142135623730951

**Math.SQRT1\_2:** 0.7071067811865476

**Math.LN2:** 0.6931471805599453

**Math.LN10:** 2.302585092994046

**Math.LOG2E:** 1.4426950408889634

**Math.Log10E:** 0.4342944819032518

## **Math Methods**

The syntax for Math any methods is : Math.*method*(*number*)

## **Number to Integer**

There are 4 common methods to round a number to an integer:

|  |  |
| --- | --- |
| Math.round(x) | Returns x rounded to its nearest integer |
| Math.ceil(x) | Returns x rounded up to its nearest integer |
| Math.floor(x) | Returns x rounded down to its nearest integer |
| Math.trunc(x) | Returns the integer part of x ([new in ES6](https://www.w3schools.com/js/js_es6.asp)) |

## **JavaScript Math Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [abs(x)](https://www.w3schools.com/jsref/jsref_abs.asp) | Returns the absolute value of x |
| [acos(x)](https://www.w3schools.com/jsref/jsref_acos.asp) | Returns the arccosine of x, in radians |
| [acosh(x)](https://www.w3schools.com/jsref/jsref_acosh.asp) | Returns the hyperbolic arccosine of x |
| [asin(x)](https://www.w3schools.com/jsref/jsref_asin.asp) | Returns the arcsine of x, in radians |
| [asinh(x)](https://www.w3schools.com/jsref/jsref_asinh.asp) | Returns the hyperbolic arcsine of x |
| [atan(x)](https://www.w3schools.com/jsref/jsref_atan.asp) | Returns the arctangent of x as a numeric value between -PI/2 and PI/2 radians |
| [atan2(y, x)](https://www.w3schools.com/jsref/jsref_atan2.asp) | Returns the arctangent of the quotient of its arguments |
| [atanh(x)](https://www.w3schools.com/jsref/jsref_atanh.asp) | Returns the hyperbolic arctangent of x |
| [cbrt(x)](https://www.w3schools.com/jsref/jsref_cbrt.asp) | Returns the cubic root of x |
| [ceil(x)](https://www.w3schools.com/jsref/jsref_ceil.asp) | Returns x, rounded upwards to the nearest integer |
| [cos(x)](https://www.w3schools.com/jsref/jsref_cos.asp) | Returns the cosine of x (x is in radians) |
| [cosh(x)](https://www.w3schools.com/jsref/jsref_cosh.asp) | Returns the hyperbolic cosine of x |
| [exp(x)](https://www.w3schools.com/jsref/jsref_exp.asp) | Returns the value of Ex |
| [floor(x)](https://www.w3schools.com/jsref/jsref_floor.asp) | Returns x, rounded downwards to the nearest integer |
| [log(x)](https://www.w3schools.com/jsref/jsref_log.asp) | Returns the natural logarithm (base E) of x |
| [max(x, y, z, ..., n)](https://www.w3schools.com/jsref/jsref_max.asp) | Returns the number with the highest value |
| [min(x, y, z, ..., n)](https://www.w3schools.com/jsref/jsref_min.asp) | Returns the number with the lowest value |
| [pow(x, y)](https://www.w3schools.com/jsref/jsref_pow.asp) | Returns the value of x to the power of y |
| [random()](https://www.w3schools.com/jsref/jsref_random.asp) | Returns a random number between 0 and 1 |
| [round(x)](https://www.w3schools.com/jsref/jsref_round.asp) | Rounds x to the nearest integer |
| [sign(x)](https://www.w3schools.com/jsref/jsref_sign.asp) | Returns if x is negative, null or positive (-1, 0, 1) |
| [sin(x)](https://www.w3schools.com/jsref/jsref_sin.asp) | Returns the sine of x (x is in radians) |
| [sinh(x)](https://www.w3schools.com/jsref/jsref_sinh.asp) | Returns the hyperbolic sine of x |
| [sqrt(x)](https://www.w3schools.com/jsref/jsref_sqrt.asp) | Returns the square root of x |
| [tan(x)](https://www.w3schools.com/jsref/jsref_tan.asp) | Returns the tangent of an angle |
| [tanh(x)](https://www.w3schools.com/jsref/jsref_tanh.asp) | Returns the hyperbolic tangent of a number |
| [trunc(x)](https://www.w3schools.com/jsref/jsref_trunc.asp) | Returns the integer part of a number (x) |

# JavaScript String Manipulation Techniques

## **JavaScript Strings**

A JavaScript string stores a series of characters like "John Doe".

A string can be any text inside double or single quotes:

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <p>Strings are written inside single or double quotes:</p>

# <p id="demo"></p>

# <script>

# let carName1 = "Volvo XC60"; // Double quotes

# let carName2 = 'Volvo XC60'; // Single quotes

# document.getElementById("demo").innerHTML =carName1 + " " + carName2;

# </script>

# </body>

# </html>

# Output:

# JavaScript Strings

Strings are written inside single or double quotes:

Volvo XC60 Volvo XC60

String indexes are zero-based:

The first character is in position 0, the second in 1, and so on.

## **JavaScript String Methods**

|  |  |
| --- | --- |
| **Name** | **Description** |
| [charAt()](https://www.w3schools.com/jsref/jsref_charat.asp) | Returns the character at a specified index (position) |
| [charCodeAt()](https://www.w3schools.com/jsref/jsref_charcodeat.asp) | Returns the Unicode of the character at a specified index |
| [concat()](https://www.w3schools.com/jsref/jsref_concat_string.asp) | Returns two or more joined strings |
| [constructor](https://www.w3schools.com/jsref/jsref_constructor_string.asp) | Returns the string's constructor function |
| [endsWith()](https://www.w3schools.com/jsref/jsref_endswith.asp) | Returns if a string ends with a specified value |
| [fromCharCode()](https://www.w3schools.com/jsref/jsref_fromcharcode.asp) | Returns Unicode values as characters |
| [includes()](https://www.w3schools.com/jsref/jsref_includes.asp) | Returns if a string contains a specified value |
| [indexOf()](https://www.w3schools.com/jsref/jsref_indexof.asp) | Returns the index (position) of the first occurrence of a value in a string |
| [lastIndexOf()](https://www.w3schools.com/jsref/jsref_lastindexof.asp) | Returns the index (position) of the last occurrence of a value in a string |
| [length](https://www.w3schools.com/jsref/jsref_length_string.asp) | Returns the length of a string |
| [localeCompare()](https://www.w3schools.com/jsref/jsref_localecompare.asp) | Compares two strings in the current locale |
| [match()](https://www.w3schools.com/jsref/jsref_match.asp) | Searches a string for a value, or a regular expression, and returns the matches |
| [prototype](https://www.w3schools.com/jsref/jsref_prototype_string.asp) | Allows you to add properties and methods to an object |
| [repeat()](https://www.w3schools.com/jsref/jsref_repeat.asp) | Returns a new string with a number of copies of a string |
| [replace()](https://www.w3schools.com/jsref/jsref_replace.asp) | Searches a string for a value, or a regular expression, and returns a string where the values are replaced |
| [search()](https://www.w3schools.com/jsref/jsref_search.asp) | Searches a string for a value, or regular expression, and returns the index (position) of the match |
| [slice()](https://www.w3schools.com/jsref/jsref_slice_string.asp) | Extracts a part of a string and returns a new string |
| [split()](https://www.w3schools.com/jsref/jsref_split.asp) | Splits a string into an array of substrings |
| [startsWith()](https://www.w3schools.com/jsref/jsref_startswith.asp) | Checks whether a string begins with specified characters |
| [substr()](https://www.w3schools.com/jsref/jsref_substr.asp) | Extracts a number of characters from a string, from a start index (position) |
| [substring()](https://www.w3schools.com/jsref/jsref_substring.asp) | Extracts characters from a string, between two specified indices (positions) |
| [toLocaleLowerCase()](https://www.w3schools.com/jsref/jsref_tolocalelowercase.asp) | Returns a string converted to lowercase letters, using the host's locale |
| [toLocaleUpperCase()](https://www.w3schools.com/jsref/jsref_tolocaleuppercase.asp) | Returns a string converted to uppercase letters, using the host's locale |
| [toLowerCase()](https://www.w3schools.com/jsref/jsref_tolowercase.asp) | Returns a string converted to lowercase letters |
| [toString()](https://www.w3schools.com/jsref/jsref_tostring_string.asp) | Returns a string or a string object as a string |
| [toUpperCase()](https://www.w3schools.com/jsref/jsref_touppercase.asp) | Returns a string converted to uppercase letters |
| [trim()](https://www.w3schools.com/jsref/jsref_trim_string.asp) | Returns a string with removed whitespaces |
| [trimEnd()](https://www.w3schools.com/jsref/jsref_string_trim_end.asp) | Returns a string with removed whitespaces from the end |
| [trimStart()](https://www.w3schools.com/jsref/jsref_string_trim_start.asp) | Returns a string with removed whitespaces from the start |
| [valueOf()](https://www.w3schools.com/jsref/jsref_valueof_string.asp) | Returns the primitive value of a string or a string object |

# JavaScript String charAt()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The charAt() Method</h2>

# <p>charAt() returns the character at a specified index (position) in a string.</p>

# <p>Get the first character in a string:</p>

# <p id="demo"></p>

# <script>

# let text = "HELLO WORLD";

# let letter = text.charAt(0);

# document.getElementById("demo").innerHTML = letter;

# </script>

# </body>

# </html>

# Output:

# JavaScript Strings

## The charAt() Method

charAt() returns the character at a specified index (position) in a string.

Get the first character in a string:

H

# JavaScript String charCodeAt()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The charCodeAt() Method</h2>

# <p>charCodeAt() returns the Unicode of the character at a specified position in a string.</p>

# <p>Get the Unicode of the first character:</p>

# <p id="demo"></p>

# <script>

# let text = "HELLO WORLD";

# let code = text.charCodeAt(0);

# document.getElementById("demo").innerHTML = code;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The charCodeAt() Method

charCodeAt() returns the Unicode of the character at a specified position in a string.

Get the Unicode of the first character:

72

# JavaScript String codePointAt()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The codePointAt() Method</h2>

# <p>codePointAt() returns the code point at a specified position in a string.</p>

# <p>Get the code point at the first character:</p>

# <p id="demo"></p>

# <script>

# let text = "HELLO WORLD";

# let code = text.codePointAt(0);

# document.getElementById("demo").innerHTML = code;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The codePointAt() Method

codePointAt() returns the code point at a specified position in a string.

Get the code point at the first character:

72

# JavaScript String concat()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The concat() Method</h2>

# <p>The concat() method joins two or more strings.</p>

# <p>Join "sea" and "food":</p>

# <p id="demo"></p>

# <script>

# let text1 = "sea";

# let text2 = "food";

# let result = text1.concat(text2);

# document.getElementById("demo").innerHTML = result;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The concat() Method

The concat() method joins two or more strings.

Join "sea" and "food":

seafood

# JavaScript String constructor

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The constructor Property</h2>

# <p>The constructor property returns the function that created the String prototype:</p>

# <p id="demo"></p>

# <script>

# let message = "Hello World!";

# let text = message.constructor;

# document.getElementById("demo").innerHTML = text;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The constructor Property

The constructor property returns the function that created the String prototype:

function String() { [native code]

# JavaScript String endsWith()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The endsWith() Method</h2>

# <p>endsWith() returns true if a string ends with a specified string, otherwise false.</p>

# <p>Check if "Hello world" ends with "world":</p>

# <p id="demo"></p>

# <p>endsWith() is not supported in IE 11 (or earlier versions).</p>

# <script>

# let text = "Hello world";

# let result = text.endsWith("world");

# document.getElementById("demo").innerHTML = result;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The endsWith() Method

endsWith() returns true if a string ends with a specified string, otherwise false.

Check if "Hello world" ends with "world":

true

endsWith() is not supported in IE 11 (or earlier versions).

# JavaScript String replace()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The replace() Method</h2>

# <p>replace() searches a string for a value,

# and returns a new string with the specified value(s) replaced:</p>

# <p id="demo">Visit Microsoft!</p>

# <script>

# let text = document.getElementById("demo").innerHTML;

# document.getElementById("demo").innerHTML = text.replace("Microsoft", "W3Schools");

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The replace() Method

replace() searches a string for a value, and returns a new string with the specified value(s) replaced:

Visit W3Schools!

# JavaScript String match()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The match() Method</h2>

# <p>match() searches for a match in a string.</p>

# <p>Do a search for "ain":</p>

# <p id="demo"></p>

# <script>

# let text = "The rain in SPAIN stays mainly in the plain";

# let result = text.match("ain");

# 

# document.getElementById("demo").innerHTML = result;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The match() Method

match() searches for a match in a string.

Do a search for "ain":

ain

# JavaScript String slice()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The slice() Method</h2>

# <p>slice() extracts a part of a string and returns the extracted part:</p>

# <p id="demo"></p>

# <script>

# let text = "Hello world!";

# let result = text.slice(0, 5);

# document.getElementById("demo").innerHTML = result;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The slice() Method

slice() extracts a part of a string and returns the extracted part:

Hello

# JavaScript String split()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>The split() Method</h2>

# <p>split() splits a string into an array of substrings, and returns the array:</p>

# <p id="demo"></p>

# <script>

# let text = "How are you doing today?";

# const myArray = text.split(" ");

# document.getElementById("demo").innerHTML = myArray;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## The split() Method

split() splits a string into an array of substrings, and returns the array:

How,are,you,doing,today?

# JavaScript String toUpperCase()

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Strings</h1>

# <h2>To toUpperCase() Method</h2>

# <p>toUpperCase() converts a string to uppercase letters:</p>

# <p id="demo"></p>

# <script>

# let text = "Hello World!";

# let result = text.toUpperCase();

# document.getElementById("demo").innerHTML = result;

# </script>

# </body>

# </html>

# Output

# JavaScript Strings

## To toUpperCase() Method

toUpperCase() converts a string to uppercase letters:

HELLO WORLD!

# 8.Objects and Arrays

## **The JavaScript Array Object**

The Array object is used to store multiple values in a single variable.

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Arrays</h2>

# <p>The Array object is used to store multiple values in a single variable:</p>

# <p id="demo"></p>

# <script>

# const cars = ["Saab", "Volvo", "BMW"];

# document.getElementById("demo").innerHTML = cars;

# </script>

# </body>

# </html> output

## JavaScript Arrays

The Array object is used to store multiple values in a single variable:

Saab,Volvo,BMW

## **JavaScript Array Methods and Properties**

|  |  |
| --- | --- |
| **Name** | **Description** |
| [concat()](https://www.w3schools.com/jsref/jsref_concat_array.asp) | Joins arrays and returns an array with the joined arrays |
| [constructor](https://www.w3schools.com/jsref/jsref_constructor_array.asp) | Returns the function that created the Array object's prototype |
| [copyWithin()](https://www.w3schools.com/jsref/jsref_copywithin.asp) | Copies array elements within the array, to and from specified positions |
| [entries()](https://www.w3schools.com/jsref/jsref_entries.asp) | Returns a key/value pair Array Iteration Object |
| [every()](https://www.w3schools.com/jsref/jsref_every.asp) | Checks if every element in an array pass a test |
| [fill()](https://www.w3schools.com/jsref/jsref_fill.asp) | Fill the elements in an array with a static value |
| [filter()](https://www.w3schools.com/jsref/jsref_filter.asp) | Creates a new array with every element in an array that pass a test |
| [find()](https://www.w3schools.com/jsref/jsref_find.asp) | Returns the value of the first element in an array that pass a test |
| [findIndex()](https://www.w3schools.com/jsref/jsref_findindex.asp) | Returns the index of the first element in an array that pass a test |
| [forEach()](https://www.w3schools.com/jsref/jsref_foreach.asp) | Calls a function for each array element |
| [from()](https://www.w3schools.com/jsref/jsref_from.asp) | Creates an array from an object |
| [includes()](https://www.w3schools.com/jsref/jsref_includes_array.asp) | Check if an array contains the specified element |
| [indexOf()](https://www.w3schools.com/jsref/jsref_indexof_array.asp) | Search the array for an element and returns its position |
| [isArray()](https://www.w3schools.com/jsref/jsref_isarray.asp) | Checks whether an object is an array |
| [join()](https://www.w3schools.com/jsref/jsref_join.asp) | Joins all elements of an array into a string |
| [keys()](https://www.w3schools.com/jsref/jsref_keys.asp) | Returns a Array Iteration Object, containing the keys of the original array |
| [lastIndexOf()](https://www.w3schools.com/jsref/jsref_lastindexof_array.asp) | Search the array for an element, starting at the end, and returns its position |
| [length](https://www.w3schools.com/jsref/jsref_length_array.asp) | Sets or returns the number of elements in an array |
| [map()](https://www.w3schools.com/jsref/jsref_map.asp) | Creates a new array with the result of calling a function for each array element |
| [pop()](https://www.w3schools.com/jsref/jsref_pop.asp) | Removes the last element of an array, and returns that element |
| [prototype](https://www.w3schools.com/jsref/jsref_prototype_array.asp) | Allows you to add properties and methods to an Array object |
| [push()](https://www.w3schools.com/jsref/jsref_push.asp) | Adds new elements to the end of an array, and returns the new length |
| [reduce()](https://www.w3schools.com/jsref/jsref_reduce.asp) | Reduce the values of an array to a single value (going left-to-right) |
| [reduceRight()](https://www.w3schools.com/jsref/jsref_reduceright.asp) | Reduce the values of an array to a single value (going right-to-left) |
| [reverse()](https://www.w3schools.com/jsref/jsref_reverse.asp) | Reverses the order of the elements in an array |
| [shift()](https://www.w3schools.com/jsref/jsref_shift.asp) | Removes the first element of an array, and returns that element |
| [slice()](https://www.w3schools.com/jsref/jsref_slice_array.asp) | Selects a part of an array, and returns the new array |
| [some()](https://www.w3schools.com/jsref/jsref_some.asp) | Checks if any of the elements in an array pass a test |
| [sort()](https://www.w3schools.com/jsref/jsref_sort.asp) | Sorts the elements of an array |
| [splice()](https://www.w3schools.com/jsref/jsref_splice.asp) | Adds/Removes elements from an array |
| [toString()](https://www.w3schools.com/jsref/jsref_tostring_array.asp) | Converts an array to a string, and returns the result |
| [unshift()](https://www.w3schools.com/jsref/jsref_unshift.asp) | Adds new elements to the beginning of an array, and returns the new length |
| [valueOf()](https://www.w3schools.com/jsref/jsref_valueof_array.asp) | Returns the primitive value of an array |

# JavaScript Array sort()

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Arrays</h2>

# <p>The Array.sort() method sorts the elements of an array.</p>

# <p id="demo"></p>

# <script>

# const fruits = ["Banana", "Orange", "Apple", "Mango"];

# document.getElementById("demo").innerHTML = fruits.sort();

# </script>

# </body>

# </html>

# Output

## JavaScript Arrays

The Array.sort() method sorts the elements of an array.

Apple,Banana,Mango,Orange

# Date and Time

## **Date Object**

The Date object works with dates and times.

Date objects are created with new Date().

There are four ways of instantiating (creating) a date:

Example:1

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Dates</h2>

# <p>new Date() creates a new date object with the current date and time:</p>

# <p id="demo"></p>

# <script>

# const d = new Date();

# document.getElementById("demo").innerHTML = d;

# </script>

# </body>

# </html>

# Output

## JavaScript Dates

new Date() creates a new date object with the current date and time:

Mon Mar 13 2023 20:15:11 GMT+0530 (India Standard Time)

# Example:2

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript new Date()</h2>

# <p>JavaScript stores dates as milliseconds from Jan 1, 1970.</p>

# <p>100000000000 milliseconds from Jan 1, 1970, is approximately Mar 3, 1973:</p>

# <p id="demo"></p>

# <script>

# const d = new Date(100000000000);

# document.getElementById("demo").innerHTML = d;

# </script>

# </body>

# </html>

# Output

## JavaScript new Date()

JavaScript stores dates as milliseconds from Jan 1, 1970.

100000000000 milliseconds from Jan 1, 1970, is approximately Mar 3, 1973:

Sat Mar 03 1973 15:16:40 GMT+0530 (India Standard Time)

# Example:3

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript new Date()</h2>

# <p>Create a date using ISO notation:</p>

# <p id="demo"></p>

# <script>

# const d = new Date("2015-03-25");

# document.getElementById("demo").innerHTML = d;</script>

# </body>

# </html>

# Output

## JavaScript new Date()

Create a date using ISO notation:

Wed Mar 25 2015 05:30:00 GMT+0530 (India Standard Time)

# Example:4

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript new Date()</h2>

# <p>new Date(7 numbers) creates a date object with the specified date and time:</p>

# <p id="demo"></p>

# <script>

# const d = new Date(2018, 11, 24, 10, 33, 30, 0);

# document.getElementById("demo").innerHTML = d;

# </script>

# </body>

# </html>

# Output

## JavaScript new Date()

new Date(7 numbers) creates a date object with the specified date and time:

Mon Dec 24 2018 10:33:30 GMT+0530 (India Standard Time)

## **JavaScript Date Methods and Properties**

|  |  |
| --- | --- |
| **Name** | **Description** |
| [constructor](https://www.w3schools.com/jsref/jsref_constructor_date.asp) | Returns the function that created the Date object's prototype |
| [getDate()](https://www.w3schools.com/jsref/jsref_getdate.asp) | Returns the day of the month (from 1-31) |
| [getDay()](https://www.w3schools.com/jsref/jsref_getday.asp) | Returns the day of the week (from 0-6) |
| [getFullYear()](https://www.w3schools.com/jsref/jsref_getfullyear.asp) | Returns the year |
| [getHours()](https://www.w3schools.com/jsref/jsref_gethours.asp) | Returns the hour (from 0-23) |
| [getMilliseconds()](https://www.w3schools.com/jsref/jsref_getmilliseconds.asp) | Returns the milliseconds (from 0-999) |
| [getMinutes()](https://www.w3schools.com/jsref/jsref_getminutes.asp) | Returns the minutes (from 0-59) |
| [getMonth()](https://www.w3schools.com/jsref/jsref_getmonth.asp) | Returns the month (from 0-11) |
| [getSeconds()](https://www.w3schools.com/jsref/jsref_getseconds.asp) | Returns the seconds (from 0-59) |
| [getTime()](https://www.w3schools.com/jsref/jsref_gettime.asp) | Returns the number of milliseconds since midnight Jan 1 1970, and a specified date |
| [getTimezoneOffset()](https://www.w3schools.com/jsref/jsref_gettimezoneoffset.asp) | Returns the time difference between UTC time and local time, in minutes |
| [getUTCDate()](https://www.w3schools.com/jsref/jsref_getutcdate.asp) | Returns the day of the month, according to universal time (from 1-31) |
| [getUTCDay()](https://www.w3schools.com/jsref/jsref_getutcday.asp) | Returns the day of the week, according to universal time (from 0-6) |
| [getUTCFullYear()](https://www.w3schools.com/jsref/jsref_getutcfullyear.asp) | Returns the year, according to universal time |
| [getUTCHours()](https://www.w3schools.com/jsref/jsref_getutchours.asp) | Returns the hour, according to universal time (from 0-23) |
| [getUTCMilliseconds()](https://www.w3schools.com/jsref/jsref_getutcmilliseconds.asp) | Returns the milliseconds, according to universal time (from 0-999) |
| [getUTCMinutes()](https://www.w3schools.com/jsref/jsref_getutcminutes.asp) | Returns the minutes, according to universal time (from 0-59) |
| [getUTCMonth()](https://www.w3schools.com/jsref/jsref_getutcmonth.asp) | Returns the month, according to universal time (from 0-11) |
| [getUTCSeconds()](https://www.w3schools.com/jsref/jsref_getutcseconds.asp) | Returns the seconds, according to universal time (from 0-59) |
| getYear() | Deprecated. Use the [getFullYear()](https://www.w3schools.com/jsref/jsref_getfullyear.asp) method instead |
| [now()](https://www.w3schools.com/jsref/jsref_now.asp) | Returns the number of milliseconds since midnight Jan 1, 1970 |
| [parse()](https://www.w3schools.com/jsref/jsref_parse.asp) | Parses a date string and returns the number of milliseconds since January 1, 1970 |
| [prototype](https://www.w3schools.com/jsref/jsref_prototype_date.asp) | Allows you to add properties and methods to an object |
| [setDate()](https://www.w3schools.com/jsref/jsref_setdate.asp) | Sets the day of the month of a date object |
| [setFullYear()](https://www.w3schools.com/jsref/jsref_setfullyear.asp) | Sets the year of a date object |
| [setHours()](https://www.w3schools.com/jsref/jsref_sethours.asp) | Sets the hour of a date object |
| [setMilliseconds()](https://www.w3schools.com/jsref/jsref_setmilliseconds.asp) | Sets the milliseconds of a date object |
| [setMinutes()](https://www.w3schools.com/jsref/jsref_setminutes.asp) | Set the minutes of a date object |
| [setMonth()](https://www.w3schools.com/jsref/jsref_setmonth.asp) | Sets the month of a date object |
| [setSeconds()](https://www.w3schools.com/jsref/jsref_setseconds.asp) | Sets the seconds of a date object |
| [setTime()](https://www.w3schools.com/jsref/jsref_settime.asp) | Sets a date to a specified number of milliseconds after/before January 1, 1970 |
| [setUTCDate()](https://www.w3schools.com/jsref/jsref_setutcdate.asp) | Sets the day of the month of a date object, according to universal time |
| [setUTCFullYear()](https://www.w3schools.com/jsref/jsref_setutcfullyear.asp) | Sets the year of a date object, according to universal time |
| [setUTCHours()](https://www.w3schools.com/jsref/jsref_setutchours.asp) | Sets the hour of a date object, according to universal time |
| [setUTCMilliseconds()](https://www.w3schools.com/jsref/jsref_setutcmilliseconds.asp) | Sets the milliseconds of a date object, according to universal time |
| [setUTCMinutes()](https://www.w3schools.com/jsref/jsref_setutcminutes.asp) | Set the minutes of a date object, according to universal time |
| [setUTCMonth()](https://www.w3schools.com/jsref/jsref_setutcmonth.asp) | Sets the month of a date object, according to universal time |
| [setUTCSeconds()](https://www.w3schools.com/jsref/jsref_setutcseconds.asp) | Set the seconds of a date object, according to universal time |
| setYear() | Deprecated. Use the [setFullYear()](https://www.w3schools.com/jsref/jsref_setfullyear.asp) method instead |
| [toDateString()](https://www.w3schools.com/jsref/jsref_todatestring.asp) | Converts the date portion of a Date object into a readable string |
| toGMTString() | Deprecated. Use the [toUTCString()](https://www.w3schools.com/jsref/jsref_toutcstring.asp) method instead |
| [toISOString()](https://www.w3schools.com/jsref/jsref_toisostring.asp) | Returns the date as a string, using the ISO standard |
| [toJSON()](https://www.w3schools.com/jsref/jsref_tojson.asp) | Returns the date as a string, formatted as a JSON date |
| [toLocaleDateString()](https://www.w3schools.com/jsref/jsref_tolocaledatestring.asp) | Returns the date portion of a Date object as a string, using locale conventions |
| [toLocaleTimeString()](https://www.w3schools.com/jsref/jsref_tolocaletimestring.asp) | Returns the time portion of a Date object as a string, using locale conventions |
| [toLocaleString()](https://www.w3schools.com/jsref/jsref_tolocalestring.asp) | Converts a Date object to a string, using locale conventions |
| [toString()](https://www.w3schools.com/jsref/jsref_tostring_date.asp) | Converts a Date object to a string |
| [toTimeString()](https://www.w3schools.com/jsref/jsref_totimestring.asp) | Converts the time portion of a Date object to a string |
| [toUTCString()](https://www.w3schools.com/jsref/jsref_toutcstring.asp) | Converts a Date object to a string, according to universal time |
| [UTC()](https://www.w3schools.com/jsref/jsref_utc.asp) | Returns the number of milliseconds in a date since midnight of January 1, 1970, according to UTC time |
| [valueOf()](https://www.w3schools.com/jsref/jsref_valueof_date.asp) | Returns the primitive value of a Date object |

# Time:

avascript date **getTime()** method returns the numeric value corresponding to the time for the specified date according to universal time. The value returned by the **getTime** method is the number of milliseconds since 1 January 1970 00:00:00.

You can use this method to help assign a date and time to another Date object.

## **Syntax**

Its syntax is as follows −

Date.getTime()

<html>

<head>

<title>JavaScript getTime Method</title>

</head>

<body>

<script type = "text/javascript">

var dt = new Date( "December 25, 1995 23:15:20" );

document.write("getTime() : " + dt.getTime() );

</script>

</body>

</html>

# Output

# getTime() : 819913520000

# Example: Date and Time

# <!DOCTYPE html>

# <html>

# <body>

# <h1>JavaScript Dates</h1>

# <h2>Using new Date()</h2>

# <p>100000000000 milliseconds from January 01 1970 UTC is:</p>

# <p id="demo"></p>

# <script>

# const d = new Date(100000000000);

# document.getElementById("demo").innerHTML = d;

# </script>

# </body>

# </html>

# Output

# JavaScript Dates

## Using new Date()

100000000000 milliseconds from January 01 1970 UTC is:

Sat Mar 03 1973 15:16:40 GMT+0530 (India Standard Ti

# 10.Conditional Statements

# JavaScript if, else, and else if

## Conditional statements are used to perform different actions based on different conditions. **Conditional Statements**

Very often when you write code, you want to perform different actions for different decisions.

You can use conditional statements in your code to do this.

In JavaScript we have the following conditional statements:

* Use if to specify a block of code to be executed, if a specified condition is true
* Use else to specify a block of code to be executed, if the same condition is false
* Use else if to specify a new condition to test, if the first condition is false

## **The if Statement**

Use the if statement to specify a block of JavaScript code to be executed if a condition is true.

### **Syntax**

if (*condition*) {  
  //  block of code to be executed if the condition is true}

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript if</h2>

# <p>Display "Good day!" if the hour is less than 18:00:</p>

# <p id="demo">Good Evening!</p>

# <script>

# if (new Date().getHours() < 18) {

# document.getElementById("demo").innerHTML = "Good day!";

# }

# </script>

# </body>

# </html>

# Output

## JavaScript if

Display "Good day!" if the hour is less than 18:00:

Good Evening!

## **The else Statement**

Use the else statement to specify a block of code to be executed if the condition is false.

if (*condition*) {  
  //  block of code to be executed if the condition is true} else {  
  //  block of code to be executed if the condition is false}

# Example

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript if .. else</h2>

# <p>A time-based greeting:</p>

# <p id="demo"></p>

# <script>

# const hour = new Date().getHours();

# let greeting;

# if (hour < 18) {

# greeting = "Good day";

# } else {

# greeting = "Good evening";

# }

# document.getElementById("demo").innerHTML = greeting;

# </script>

# </body>

# </html>

# Output

## JavaScript if .. else

A time-based greeting:

Good evening

## **The else if Statement**

Use the else if statement to specify a new condition if the first condition is false.

### **Syntax**

if (*condition1*) {  
  //  block of code to be executed if condition1 is true} else if (*condition2*) {  
  //  block of code to be executed if the condition1 is false and condition2 is true  
} else {  
  //  block of code to be executed if the condition1 is false and condition2 is false}

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript if .. else</h2>

# <p>A time-based greeting:</p>

# <p id="demo"></p>

# <script>

# const time = new Date().getHours();

# let greeting;

# if (time < 10) {

# greeting = "Good morning";

# } else if (time < 20) {

# greeting = "Good day";

# } else {

# greeting = "Good evening";

# }

# document.getElementById("demo").innerHTML = greeting;

# </script>

# </body>

# </html>

# Output

## JavaScript if .. else

A time-based greeting:

Good evening

# 11.Switch Case

# JavaScript Switch Statement

The switch statement is used to perform different actions based on different conditions.

## **The JavaScript Switch Statement**

Use the switch statement to select one of many code blocks to be executed.

### **Syntax**

switch(expression) {  
  case x:  
    *// code block*    break;  
  case y:  
    *// code block*    break;  
  default:  
    // code block  
}

This is how it works:

* The switch expression is evaluated once.
* The value of the expression is compared with the values of each case.
* If there is a match, the associated block of code is executed.
* If there is no match, the default code block is executed.

# Example:

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript switch</h2>

# <p id="demo"></p>

# <script>

# let day;

# switch (new Date().getDay()) {

# case 0:

# day = "Sunday";

# break;

# case 1:

# day = "Monday";

# break;

# case 2:

# day = "Tuesday";

# break;

# case 3:

# day = "Wednesday";

# break;

# case 4:

# day = "Thursday";

# break;

# case 5:

# day = "Friday";

# break;

# case 6:

# day = "Saturday";

# }

# document.getElementById("demo").innerHTML = "Today is " + day;

# </script>

# </body>

# </html>

# Output:

## JavaScript switch

Today is Monday

# 12. Looping in JS

# JavaScript For Loop

# Loops can execute a block of code a number of times.

# Example

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript For Loop</h2>

# <p id="demo"></p>

# <script>

# const cars = ["BMW", "Volvo", "Saab", "Ford", "Fiat", "Audi"];

# let text = "";

# for (let i = 0; i < cars.length; i++) {

# text += cars[i] + "<br>";

# }

# document.getElementById("demo").innerHTML = text;

# </script>

# </body>

# </html>

# Output

## JavaScript For Loop

BMW  
Volvo  
Saab  
Ford  
Fiat  
Audi

## **The For In Loop**

The JavaScript for in statement loops through the properties of an Object:

### **Syntax**

for (key in object) {  
  // *code block to be executed*  
}

# Example:

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript For In Loop</h2>

# <p>The for in statement loops through the properties of an object:</p>

# <p id="demo"></p>

# <script>

# const person = {fname:"John", lname:"Doe", age:25};

# let txt = "";

# for (let x in person) {

# txt += person[x] + " ";

# }

# document.getElementById("demo").innerHTML = txt;

# </script>

# </body>

# </html>

# Output

## JavaScript For In Loop

The for in statement loops through the properties of an object:

John Doe 25

# Explanation

* The **for in** loop iterates over a **person** object
* Each iteration returns a **key** (x)
* The key is used to access the **value** of the key
* The value of the key is **person[x]**

## **The For Of Loop**

The JavaScript for of statement loops through the values of an iterable object.

It lets you loop over iterable data structures such as Arrays, Strings, Maps, NodeLists, and more:

### **Syntax**

for (variable of iterable) {  
  // *code block to be executed*  
}

**variable** - For every iteration the value of the next property is assigned to the variable. Variable can be declared with const, let, or var.

**iterable** - An object that has iterable properties.

# Example

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript For Of Loop</h2>

# <p>The for of statement loops through the values of any iterable object:</p>

# <p id="demo"></p>

# <script>

# const cars = ["BMW", "Volvo", "Mini"];

# let text = "";

# for (let x of cars) {

# text += x + "<br>";

# }

# document.getElementById("demo").innerHTML = text;

# </script>

# </body>

# </html>

# Output

## JavaScript For Of Loop

The for of statement loops through the values of any iterable object:

BMW  
Volvo  
Min

## **The While Loop**

The while loop loops through a block of code as long as a specified condition is true.

### **Syntax**

while (condition) {  
*// code block to be executed*  
}

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript While Loop</h2>

# <p id="demo"></p>

# <script>

# let text = "";

# let i = 0;

# while (i < 10) {

# text += "<br>The number is " + i;

# i++;

# }

# document.getElementById("demo").innerHTML = text;

# </script>

# </body>

# </html>

# Output

## JavaScript While Loop

The number is 0  
The number is 1  
The number is 2  
The number is 3  
The number is 4  
The number is 5  
The number is 6  
The number is 7  
The number is 8  
The number is 9

## **The Do While Loop**

The do while loop is a variant of the while loop. This loop will execute the code block once, before checking if the condition is true, then it will repeat the loop as long as the condition is true.

### **Syntax**

do {  
*// code block to be executed*}  
while (condition);

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Do While Loop</h2>

# <p id="demo"></p>

# <script>

# let text = ""

# let i = 0;

# do {

# text += "<br>The number is " + i;

# i++;

# }

# while (i < 10);

# document.getElementById("demo").innerHTML = text;

# </script>

# </body>

# </html>

# Output

## JavaScript Do While Loop

The number is 0  
The number is 1  
The number is 2  
The number is 3  
The number is 4  
The number is 5  
The number is 6  
The number is 7  
The number is 8  
The number is 9

# 12.Functions

JavaScript functions are **defined** with the function keyword.

You can use a function **declaration** or a function **expression**.

## **Function Declarations**

Earlier in this tutorial, you learned that functions are **declared** with the following syntax:

function functionName(parameters) {  
  // code to be executed  
}

Declared functions are not executed immediately. They are "saved for later use", and will be executed later, when they are invoked (called upon).

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Functions</h2>

# <p>This example calls a function which performs a calculation and returns the result:</p>

# <p id="demo"></p>

# <script>

# var x = myFunction(4, 3);

# document.getElementById("demo").innerHTML = x;

# function myFunction(a, b) {

# return a \* b;

# }

# </script>

# </body>

# </html>

# Output

## JavaScript Functions

This example calls a function which performs a calculation and returns the result:

12

## **Function Expressions**

A JavaScript function can also be defined using an **expression**.

A function expression can be stored in a variable:

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Functions</h2>

# <p>A function can be stored in a variable:</p>

# <p id="demo"></p>

# <script>

# const x = function (a, b) {return a \* b};

# document.getElementById("demo").innerHTML = x;

# </script>

# </body>

# </html>

# Output

## JavaScript Functions

A function can be stored in a variable:

function (a, b) {return a \* b

## **Functions are Objects**

The typeof operator in JavaScript returns "function" for functions.

But, JavaScript functions can best be described as objects.

JavaScript functions have both **properties** and **methods**.

The arguments.length property returns the number of arguments received when the function was invoked:

# <!DOCTYPE html>

# <html>

# <body>

# <p>The arguments.length property returns the number of arguments received by the function:</p>

# <p id="demo"></p>

# <script>

# function myFunction(a, b) {

# return arguments.length;

# }

# document.getElementById("demo").innerHTML = myFunction(4, 3);

# </script>

# </body>

# </html>

# Output

The arguments.length property returns the number of arguments received by the function:

2

# JavaScript Function call()

## **Method Reuse**

With the call() method, you can write a method that can be used on different objects.

## **All Functions are Methods**

In JavaScript all functions are object methods.

If a function is not a method of a JavaScript object, it is a function of the global object (see previous chapter).

The example below creates an object with 3 properties, firstName, lastName, fullName.

# Example

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Functions</h2>

# <p>This example creates an object with 3 properties (firstName, lastName, fullName).</p>

# <p>The fullName property is a method:</p>

# <p id="demo"></p>

# <script>

# const myObject = {

# firstName:"John",

# lastName: "Doe",

# fullName: function() {

# return this.firstName + " " + this.lastName;

# }

# }

# document.getElementById("demo").innerHTML = myObject.fullName();

# </script>

# </body>

# </html>

# Output

## JavaScript Functions

This example creates an object with 3 properties (firstName, lastName, fullName).

The fullName property is a method:

John Doe

## **The JavaScript call() Method**

The call() method is a predefined JavaScript method.

It can be used to invoke (call) a method with an owner object as an argument (parameter).

With call(), an object can use a method belonging to another object.

This example calls the **fullName** method of person, using it on **person1**:

# Example

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Functions</h2>

# <p>This example calls the fullName method of person, using it on person1:

# </p>

# <p id="demo"></p>

# <script>

# const person = {

# fullName: function() {

# return this.firstName + " " + this.lastName;

# }

# }

# const person1 = {

# firstName:"John",

# lastName: "Doe"

# }

# const person2 = {

# firstName:"Mary",

# lastName: "Doe"

# }

# document.getElementById("demo").innerHTML = person.fullName.call(person1);

# </script>

# </body>

# </html>

# Output

## JavaScript Functions

This example calls the fullName method of person, using it on person1:

John Doe

## **The call() Method with Arguments**

The call() method can accept arguments:

# <!DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Functions</h2>

# <p>This example calls the fullName method of person, using it on person1:

# </p>

# <p id="demo"></p>

# <script>

# const person = {

# fullName: function(city, country) {

# return this.firstName + " " + this.lastName + "," + city + "," + country;

# }

# }

# const person1 = {

# firstName:"John",

# lastName: "Doe"

# }

# const person2 = {

# firstName:"Mary",

# lastName: "Doe"

# }

# document.getElementById("demo").innerHTML = person.fullName.call(person1, "Oslo", "Norway");

# </script>

# </body>

# </html>

# Output

## JavaScript Functions

This example calls the fullName method of person, using it on person1:

John Doe,Oslo,Norway